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Abstract—For many multiagent control problems, neural
networks (NNs) have enabled promising new capabilities. How-
ever, many of these systems lack formal guarantees (e.g.,
collision avoidance, robustness), which prevents leveraging
these advances in safety-critical settings. While there is recent
work on formal verification of NN-controlled systems, most
existing techniques cannot handle scenarios with more than
one agent. To address this research gap, this paper presents
a backward reachability-based approach for verifying the
collision avoidance properties of Multi-Agent Neural Feedback
Loops (MA-NFLs). Given the dynamics models and trained
control policies of each agent, the proposed algorithm computes
relative backprojection sets by (simultaneously) solving a series
of Mixed Integer Linear Programs (MILPs) offline for each
pair of agents. We account for state measurement uncertainties,
making it well aligned with real-world scenarios. Using those
results, the agents can quickly check for collision avoidance
online by solving low-dimensional Linear Programs (LPs). We
demonstrate the proposed algorithm can verify collision-free
properties of a MA-NFL with agents trained to imitate a
collision avoidance algorithm (Reciprocal Velocity Obstacles).
We further demonstrate the computational scalability of the
approach on systems with up to 10 agents.

I. INTRODUCTION

Verifying the properties of multiagent systems has been an
important research area for several decades [1]-[3]. Mean-
while, neural network (NN) control policies are becoming a
key component of many state-of-the-art multiagent systems,
such as for swarming [4] and autonomous driving [5], yet the
above verification algorithms cannot deal with these NNs.
Obtaining formal guarantees (e.g., for collision avoidance,
robustness) for closed-loop systems with NN controllers, i.e.,
neural feedback loops (NFLs), remains challenging primarily
due to the high dimensionality and nonlinearities of NNs.
Recent literature aims to provide these formal guarantees,
typically by formulating reachability analysis problems and
using convex relaxations to obtain tractable verification al-
gorithms [6]-[11]. However, existing work focuses primarily
on verification of scenarios with a single agent.

As shown in Fig. 1, extending these ideas to multiagent
systems raises additional challenges, both in analyzing the
complex multiagent interactions and in handling the increase
in dimensionality. Ref. [12], [13] considers the verification
of a two agent system with neuro-symbolic agents. Ref.
[14] is the first approach for formally verifying multiagent
NFLs (MA-NFLs). In particular, [14] extends Reach-SDP
[8] to compute forward reachable sets over a single repre-
sentation that contains all agents’ controllers and dynamics.
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Fig. 1: Complex interactions between agents present chal-
lenges in formal safety verification. This analysis is further
complicated when the agents are using NN control policies.

While this approach provides meaningful bounds for several
multiagent systems, our experiments suggest that systems
with agents trained to avoid collisions are not well-suited
for forward reachability-based techniques, especially when
the given controllers are safe. In Fig. 2, one agent uses the
vector field policy from [10], and the other agent is static
at the origin (i.e., using a policy that always commands
zero velocity). Since the (convex) forward reachable sets
(computed by merging both controllers as in [14], then
solving mixed integer linear programs (MILPs)) contain both
ways the agent could avoid the static agent, the reachable
sets intersect with the obstacle, meaning the algorithm is
unable to verify collision avoidance. Meanwhile, backward
reachability analysis algorithms, such as BReach-LP [10]
(which can handle this scenario as a single-agent problem),
prove the agents will not collide because although multiple
disjoint paths might lead to the target set, these paths must
remain within the target set. However, BReach-LP (and its
recent extensions) do not handle more general multiagent
systems (e.g., with multiple non-static agents).

Therefore, this paper aims to extend backward reachability
analysis to MA-NFLs. Backward reachability-based algo-
rithms typically compute backprojection sets of the avoid sets
[10]. However, computing backprojection sets in the global
frame is ineffective in the context of collision avoidance for
MA-NFLs. Unlike in single agent setting where the avoid
set is static, our avoid set is a moving region controlled
by another neural network. Computing its backprojection set
in the global frame will be thus equivalent to computing
the backprojection set of the whole state space. In this
work, we propose Relative BAckward Rechability (ReBAR)
and ReBAR-MA, computing relative backprojection sets in
a relative coordinate frame using MILPs. This approach
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(a) Forward Reachable Sets
(Unable to verify collision avoidance)

(b) Relative Backprojection Sets
(Able to verify collision avoidance)
Fig. 2: (a): Forward reachable sets of agent 1 (blue) intersect
with agent 2 (red). Unable to verify system safety despite no
simulated rollouts (green lines) enters agent 2. (b): Result of
ReBAR (magenta) is within agent 2, system is verified safe.

enables successful verification of the scenario in Fig. 2. In
particular, Fig. 2(b) shows that the relative backprojection
set computed by ReBAR (magenta) lies within the collision
set (red), meaning the agents can only collide if they start in
a collision. Furthermore, for systems that cannot be verified
safe offline, we propose an efficient online safety check using
LPs. In summary, the contributions of this work include:

o ReBAR: the first algorithm for formally verifying the
collision avoidance properties of MA-NFLs, by com-
puting relative backprojection sets with state uncer-
tainty offline using MILPs and performing online safety
checks online using low-dimensional LPs,

e ReBAR-MA: an extension of ReBAR to handle sce-
narios with arbitrary numbers of agents by performing
parallelizable pair-wise verification,

« an extension of them to provide safety guarantee over
multiple timesteps in an iterative manner, and

o demonstrations of ReBAR and ReBAR-MA on relevant
multiagent systems, including a 2-agent NFL trained to
imitate the Reciprocal Velocity Obstacle (RVO) algo-
rithm [15] and systems with up to 10 agents.

II. PRELIMINARIES
A. Multiagent System Dynamics
For a system with n agents, let the state of agent i € [n],

where [n] denotes the set {1,...,n}, be x\" € R"= and the
joint system state, X; € X C R™"=_be
Xt — [Xgl)T7 X§2)T7 e XE”)T]T' (1)

Throughout the paper, superscripts () denote correspondence
to agent ¢ (not derivatives). Each agent’s dynamics can be
described by the discrete-time, linear, time-invariant system,
x(D) = AOxD L BOu® 4 ¢

Yt = CXt + 5
where A9 € Rrexn= B() ¢ Rr=Xnu C € R™ are known
system matrices, c¢(*) is a known exogenous input, and £ =

[€@T ... TT ¢ R™n= js measurement uncertainty,
resulting in uncertain state measurement Y; € X C R™*"=

Yt = [Ygl)Ta y)EQ)Ta Tty YER)T}T (3)

2

We assume uncertain State meansurement is within a
Lo ball centered at XEZ) with radius €®, ie., y§” €
Bm(xgz),e(i)). Given control limits &/ C R™: and state
feedback policy 7() . X — U, the control input for each
agent ugz) = 7 (Y,). The closed-loop dynamics for a
single agent is denoted as:

xih = SO X 2,U, AD BO,C,c? 70, ) @
Let X(47) = [x()T xU)T)|T, the closed-loop dynamics for
agents ¢ and j is denoted
X{5) = 1D X f 0, ). 5)
B. Neural Network Controller Architecture

This work assumes the control policies are feedforward
NNs with L hidden layers. Each layer ¢ € [L + 1] has ny
neurons, weight W ()¢ € R™¢+1X7 and bias b("):f € R™e+1,
The piecewise linear nonlinearity (e.g. ReLU) is denoted
oL The control of agent i is computed as:

x(M:0 = Y,
24 = WO L 504 ¢ 1)
x5O0 o e [ —1]
7@D(Y,) = 2L

(6)

Control limit is incorporated as in [14]. Accounting for
general activations (tanh) or other architectures (convolution)
using convex relaxations is left for future work [11].

C. Collision Sets

For two agents 4,7 € [n], i # j, assume their positions
(@, y@), (29) y)) are elements of state vector X. The
collision set for agents i, 7 is defined as a convex polytope,

¢ 2 (x| HX"P < d}, )

where H € R"#*2% apnd b € R™, and ny denotes the
number of facets bounding this convex polytope.

D. Backreachable & Backprojection Set

We extend the backprojection set definition in [10] to
multiagent systems with state uncertainty, to handle avoid
sets parameterized by coordinates of moving agents (instead
of static obstacles). For agents 4, j € [n], the backreachable
set contains all states such that Elugi), u,Ej ) € U that drive the
system into collision set on the next timestep.

xf;_H = A(i)xgi) + B(i)ugi) +c®
xz+1 - A(;‘)xgﬂ + B(y‘)ugﬁ 4@
ugi), u§j> ceu

X3 € o)

R_1(C7)) 20X, . (8

And similarly, the backprojection set contains all states
such that the policies 7(V, 7(7) will drive the system into
the collision set on the next timestep,

}. )]

(4,9) _ ¢(i,j LG i
P_i(cDy 2 !X, thjl = f(' ?)(Xuf( ), f9)
ngg c (i)
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Fig. 3: CJ) (red) is a convex polytope around agent
i; P_ (C(W)) (light grey) is the tightest convex polytope
of P_1(CU+1) (grey) using the given facets; R_1(C(7))
(green) contains all states that Ju € U s.t. agent 4, j collides

IIT. APPROACH
A. Relative Backreachable & Backprojection Sets

To compute safety certificates offline and use them online
for safety verification, we compute backprojection sets of
the colhslon set using the agents’ relative coordinates. Let

( ) = { ,yf )) denote the position of agent i at timestep t,
J (J)

and let p; = xﬁ”, y,gj ) ( )) denote the relative
position of agent ] wrt agent <. The collision set can be

expressed using the relative coordinates as:
clid) A {p(j—>i) | HX ) < d}. 10)

Eq. (10) is the failure set we consider in this work. The

relative backreachable & backprojection set are defined as:

_A(i)x(i) +B(')u(i) +c®

xt“ ) )
. s —A(7>x7 +B(7)u7 4 c@
R_1(Cly & ) 5= 1
1( ) Py ug i) (J) cu
pﬁi_f’) ectd
(11)
X80 = p0) (Xy; £, £

Poy(ctd)) & {pij”“ } (12)

Fig. 3 illustrates the relationship between collision set,
relative backprojection set, relative backprojection set over
approximation (RBPOA), and relative backreachable set.
Unlike prior work [10], these sets are defined relative to one
agent to be more suitable for analyzing collision avoidance
of MA-NFLs.

(J‘”) c(z 7)

B. Two Agent Verification

Because the relative backprojection sets can be non-convex
and involve potentially high-dimensional NNs, computing
these sets exactly is computationally intractable. Instead,
we will compute a convex over approximation of these
sets using finitely many facets a € R2. We begin by
considering a system with two agents. For each facet, the
following optimization problem finds a half-space containing

the relative backprojection set:
min angj_)i)
X = 0D (X 10, £9)

pﬁi?) ey,

and the intersection of the resulting half-spaces is a con-
vex over-approximation of the relative backprojection set.
Because we have assumed the neural network controllers
have piecewise linear activation functions, the optimization
problem Eq. (13) is a MILP, with the same number of binary
variables as the number of (uncertain) ReLU neurons in
the neural network controller. The solutions to the MILPs
provide the tightest convex over approximation using the
given facets (subjected to numerical tolerance). In Eq. (13),
t is an arbitrary timestep, meaning that the resulting convex
polytope P_1(C)) is an over approximation of the relative
backprojection set at any arbitrary timestep ¢ > 0. By
utilizing the relative coordinate frame, we make implicit
where the collision occurs globally, allowing to move the
expensive RBPOA computation offline. Algorithm 1 summa-
rizes the approach for verifying a 2-agent NFL. Computing
the RBPOA requires solving n;y MILPs in total.

Algorithm 1 ReBAR

Input: collision set C(%/), closed-loop dynamics function
f(59), number of facets 7y
Output: RBPOA P._ 1(C))
1: 77_1((3(2 J)) — RZ
2: for a € getFacets(ny) do
3. b < solveForFacet(a, f(»7)) (Eq. (13))
4 A« {plU=) |aTpl=d) > p}
5 ﬁ,l(C(i’j)) <—75,1(C(i’j))ﬁ.,4
6: end for
7: return P_ (C49))

Similar to [10], the 2-agent system is verified safe, i.e. the
agents will not collide at any future timestep if they do not
collide at ¢t = 0, if the resulting RBPOA is a subset of the
collision set, as formalized next.

Definition III.1 (Verified Safe). A system with 2 agents i, j
is verified safe w.r.t. C(J) if py (7= ¢ Cth) — vr >
0,p ;" ¢ Clid.

Lemma III.1. A system with 2 agents 1, j with closed-loop
dynamics function f%9) and collision set CU9) is verified
safe if P_1(CH9)) C ¢li),

Proof. Consider a 2- agent system satisfying P_;(C(*)) C

Cl9). Let Xy € X, pg =1 ¢ (i) be the starting state of
the system, then p(J_”) ¢ P_1(C")), and thus p é?%f) ¢
C(h3). At timestep k > 0, assume X € X and pkj_”) ¢
C(H9), thus pfj_”) ¢ P_1(Cl9)), and p](j_:’) ¢ CJ), By
induction, this analysis can be extended to any arbitrary

timestep ¢ > 0, hence a two agent system is safe (from
collision) if P_;(C»9)) C ¢, O

When a 2-agent NFL is verified safe by Lemma III.1, the
agents will not collide as long as they start from a non-
colliding state, even if they have noisy state measurement.
However, a system that is not verified safe by Lemma III.1
may still provide collision-free behavior in a subset of X.



In practice, if only a noisy state estimate is available (e.g.,
uncertainty bounds over x;), it is not immediately obvious
whether pU—") lies in the RBPOA. Let the convex polytope
Agm)p(j_’i) < b§”> denote the uncertain state, we solve
the following LP:

min 0

st. Xy e X,
A(gixj)p(j—m‘) < bgi’j)
p(jai) c 75_1(Ct(i’j))

(14)

If Eq. (14) is infeasible, then, even with measurement un-
certainty, the system is guaranteed collision-free on the next
timestep because ReBAR computes an over approximation
of the true unsafe region. Note Eq. (14) is a LP that does
not involve NN controllers, as thus can be solved efficiently,
enabling our method to provide a safety guarantee online.

ReBAR can be extended to provide safety guarantees
over an extended time horizon 7 by computing RBPOAs
at multiple timesteps P_,.o(C(*7)). We initialize the zeroth
RBPOA as the collision set and step backward in time
to compute RBPOA recursively using Algorithm 1 and
the previous timestep RBPOA as collision set. Computing
P_r(C%7)) using Algorithm 1 only involves a change of
variable (replacing C(“7) with P_;1(C(9))), so every step
backward in time incurs similar time complexity.

C. Scaling to More Agents

For systems with more than 2 agents, considering all
agents in one optimization problem (as in [14]) becomes
computationally intractable because the dimensionality of the
problem will be prohibitive for verification as the number of
agents increases. Instead, we propose to split the task into
O(n?) pair-wise verification sub-problems, each of which is
the same as Eq. (13) and can be solved using Algorithm 1
in similar runtime as the two agent verification problem.
Furthermore, the sub-problems only involve controllers of
agent ¢ and j, and thus can be solved simultaneously
across available resources, allowing our approach to scale
to systems with larger numbers of agents. The approach
is summarized in Algorithm 2. Note this algorithm can be
extended to n-step case similar as Algorithm 1. When every
pair of agents is verified safe by Lemma III.1, then the system
is verified safe, i.e., no agents will collide if they start from
non-colliding states, as we formalize next.

Definition IIL.2 (Multi-Agent Verified Safe). A system with
n agents is verified safe if Vi,j € [n],i # j, pijﬁl) ¢
) — vr > 0,pgjz) ¢ Clird)

Lemma IIL.2. For a system with n agents, closed-loop
dynamics functions f©1) £(0:2) ... ,f("_l_’"), and col-
lision sets C(OV) ¢(0:2) ... cn=1n) P (Ch9)) C
CU"9) Vi, j € [n), the multi-agent system is verified safe.

Proof. For a n-agent system that is pair-wise verified safe
by Lemma IIL.1, let Xy € X, péjﬁl) ¢ CUI) Vi, j € [n],i #
j, be the starting state. Assume Vi,j € [n],i # j, at

timestep k > 0, Xz € X and p,(jﬂ) ¢ CU+7), Because
Vi,j € [n],i # j, the relative backprojection set over
approximation between agent ¢, j is a subset of their collision
set, i.e. P_1(C9)) C CU9), we must have Vi,j € [n],i #
Js pl(j_”) ¢ 75fl(c(i’j))s and p}fﬁl) ¢ Cct) ie., no
collision at timestep k+-1. Proof completed by induction. [

Algorithm 2 ReBAR-MA

Input: collision sets C(1:2) ... Cc(=1.n)
closed-loop dynamic functions f(12), ... f(n=1n)
number of facets n ¢
Output: RBPOAs {P_(C(1:?),...
1: 75 = {}
# In Parallel
: for 4,7 € [n] do
P_1(C(7)) « ReBAR(")
P.append(P_,(CH)))
end for
return P

,75_1(6("_1’"))}

A

In case we cannot verify the safety of the system, we can
use the RBPOAs online to verify safety of states similar as
the two agent case. If Eq. (14) is infeasible for all pairs of
agents, then the state of the system is safe and the proof is
similar to our proof of Lemma III.2.

IV. EXPERIMENT

All results are obstained using the optimization solver
Gurobi [16] on a PC running Ubuntu 22.04 with a Intel i9-
13900K CPU. ReBAR verifies a pair of agents mimicing
RVO [15] offline in 11s and run safety check online in
1.4ms on average. We computed RBPOAs up to 5 steps, and
visualize them with the RBPUAs we generated by exhaustive
sampling. For systems with up to 10 agents trained to mimic
the vector field in [10] with [20,20] hidden neurons, ReBAR-
MA verifies each pair of agents in 200s to 320s, and the
online check takes less than 1.6ms for each pair of agents.

A. Two Agent Verification

In this section, we demonstrate ReBAR by verifying multi-
agent collision avoidance NN controllers trained to mimic
the RVO algorithm [15]. We collect 1M state-action pairs for
agent positions randomly sampled from [0, 0] x [10, 10], with
agent goals (9.0, 5.0) and (5.0, 9.0), respectively. The state
vector of every agent contains its world frame coordinate
@y and velocity V() Uy . The agents’ radius is set
to 0.5, and thus safety radius » = 1.0. The input to each
agent’s NN control policy is the joint state of the agents,
and each agent has its own, potentially different, policy.
The collision set is represented as the L., norm ball, i.e.
C1?) = B,(0,1). With U = [~1,—1] x [1,1], we use a
single integrator dynamics model,

i I 0| @ I i

X = [02 0} X 4 H uld.

The MSE loss (between NN output and RVO output)
of training converged to 0.001 after 20 epochs, indicating

15)
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(a) 1 Timestep

Fig. 4: (a): RBPOA (magenta), Collision Set (red), Relative
Backreachable Set (darkgreen), and RBPUA (blue) obtained
by monte-carlo simulation are also shown. (b) Up to 5 step
RBPOA, confirmed by sampled RBPUAs.

(b) 5 Timesteps

the NN policy encodes the RVO algorithm reasonably well.
However, ReBAR is able to identify unsafe regions in this
multiagent system, despite the low testing loss. For example,
the RBPOA generated by Algorithm 1, with measurement
uncertainty €() = ¢) = [0.5,0.5,0,0], is shown in Fig. 4.
The RBPOA shows the two agent system is unsafe, in
particular when agent 2 is to the bottom right of agent 1,
which matches our intuition because the goal of agent 2 is on
the top left of the goal of agent 1. The RBPOA we computed
encloses the ground truth relative backprojection set under
approximation (RBPUA) from 2M Monte Carlo simulations,
succesfully identifying unsafe cases that exhaustive sam-
pling fails to capture and significantly shrinking the relative
backreachable set, making it a good reference to be used
online for safety verification. Fig. 4(b) shows RBPOAs for
5 timesteps (magenta) and their respective RBPUAs (blue).

Even though this system could not be verified safe ev-
erywhere ahead of time (i.e., the RBPOA is not inside
the collision set), the system could still be safe in many
parts of the state space. Therefore, we can still provide
an online safety check using the RBPOA that was just
computed. In particular, for a given set of initial states
(e.g., the current pose estimates of each agent with some
uncertainty bounds), we can check whether a collision may
be possible collision at the next timestep. For example, if
the two agents’ true coordinates are only known to be within
the hyper-rectangle [4,4.5,7.5,3.5] x [6,5.5,9,4.5], ReBAR
correctly alerts that a collision could occur in the next
timestep. In Fig. 5(a), the unsafe region from Monte Carlo
simulation is shown in blue, and is enclosed by the unsafe
region (red) generated by solving Eq. (14) with coordinates
of the agents as the objective function, demonstrating the
desired ability of ReBAR to identify unsafe behaviors of a
faulty controller. Alternatively, in Fig. 5(b), where the initial
states are known to be within [3,3,0.5,4] x [4,4,1.5,5],
Eq. (14) is infeasible, and therefore the online check returns
that there is no collision possible on the next timestep,
which is empirically confirmed by Monte Carlo simulations.
Computing the RBPOAs takes 11.2 £ 0.16s on average (of
10 experiments), and the online LP takes 1.4 4+ 0.40ms.

We further provide experiment on a double integrator
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(a) Successfully identified some
starting positions are unsafe

(b) Successfully verified starting
positions are safe

Fig. 5: agent 1 (brown) and agent 2 (olive) state with

uncertainty. (a): Unsafe set over approximation (red) encloses

unsafe set under approximation (blue). (b): state safe by

online safety check, all simulations do not result in collision.

model. The setting remains the same as the previous ex-
periment, except the neural network controller learns to
predict the acceleration that matches the agents’ velocity
with the optimal velocity produced by RVO. The new control
signal vector is [a, ), a,m] € [~2,—2] x [2,2]. The double
integrator dynamic model we consider is given in Eq. (16).
Verifying this system takes 9.7 + 0.39s, demonstrating our
approach’s capability of handling more complex dynamics.

i 12 12 0> 0> i 0.512 (i
Xgil =10 I, 0, O, (,Z) + 1, ut”. (16)
B. Runtime and Scalability
# agents | RBPOA online # agents | RBPOA online
[s/pair] [ms/pair] [s/pair] [ms/pair]
2 201.50 1.49 7 260.43 1.38
3 239.46 1.39 8 251.47 1.52
4 217.77 1.40 9 300.60 1.35
5 201.97 1.31 10 321.68 1.60
6 265.23 1.59

TABLE I: Pair-wise untime computing RBPOA/online safety
check of systems with up to 10 agents controlled by vector
field policy with [20, 20] hidden neurons.

To demonstrate the scalability of ReBAR-MA, we verify
systems with up to 10 agents and report the pair-wise offline
and online runtime in Table I. To demonstrate our method’s
ability to handle larger and more complex NN controllers, we
trained the agents with [20,20] hidden neurons, that mimics
the vector field policy in [10]. Note we do not train the agents
to avoid each other. We set ¢ = 0.5 for all experiments.
From the table we can see that pair-wise verification runtime
does not increase dramatically w.r.t. number of agents and
fluctuates between 201.50s to 321.68s, and the online safety
check takes 1.31ms to 1.60ms per pair on average. As our
approach is parallelizable, we are able to verify a system up
to 10 agent in minutes in the ideal case where we compute
all RBPOAs in parallel. In the worst case, if we compute
all RBPOAs and online safety check sequentially, the total
verification runtime will be O(n?) the respective average
pair-wise runtime. The resulting RBPOA and online safety
check for the 10-agent system is shown in Fig. 6. For a
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(a) 1 Timestep RBPOA between
agent1and 2

Fig. 6: 10 vector field agent system. (a): Overlaid RBPOA of
agent 1 and 2-10. (b): unsafe region (red) marked by online
safety check identifies sampled unsafe region (blue)

(b) Successfully identified some
starting positions are unsafe

10-agent system, sampling-based methods are inefficient for
computing the relative backprojection set, due to the high
dimensionality of the input joint state vector. Instead, our
RBPOA provides an over approximation to the sampled
RBPUA, and identifies unsafe cases online, demonstrating
our pair-wise approach’s scalability to increasing number of
neural network controlled agents.

V. CONCLUSION

This paper presented ReBAR and ReBAR-MA for ver-
ifying the collision avoidance safety of Multi-Agent Neu-
ral Feedback Loops (MA-NFLs) by computing the relative
backprojection set over approximation with state uncertainty
offline, and using the result to provide a real-time safety
guarantee. We demonstrate them by verifying agents trained
mimicing RVO [15], and system with up to 10 agents. Future
work will consider algorithmic extensions to handle general
activation functions and dynamics through linear relaxation
and verification in decentralized observation space.
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