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ABSTRACT

Federated Transfer Learning (FTL) is the most general variation
of Federated Learning. According to this distributed paradigm, a
feature learning pre-step is commonly carried out by only one party,
typically the server, on publicly shared data. After that, the Feder-
ated Learning phase takes place to train a classifier collaboratively
using the learned feature extractor. Each involved client contributes
by locally training only the classification layers on a private training
set. The peculiarity of an FTL scenario makes it hard to understand
whether poisoning attacks can be developed to craft an effective
backdoor. State-of-the-art attack strategies assume the possibility
of shifting the model attention toward relevant features introduced
by a forged trigger injected in the input data by some untrusted
clients. Of course, this is not feasible in FTL, as the learned features
are fixed once the server performs the pre-training step.

Consequently, in this paper, we investigate this intriguing Fed-
erated Learning scenario to identify and exploit a vulnerability
obtained by combining eXplainable AI (XAI) and dataset distilla-
tion. In particular, the proposed attack can be carried out by one of
the clients during the Federated Learning phase of FTL by identify-
ing the optimal local for the trigger through XAI and encapsulating
compressed information of the backdoor class. Due to its behavior,
we refer to our approach as a focused backdoor approach (FB-FTL
for short) and test its performance by explicitly referencing an im-
age classification scenario. With an average 80% attack success rate,
obtained results show the effectiveness of our attack also against
existing defenses for Federated Learning.

1 INTRODUCTION

In recent years, deep learning and machine learning solutions re-
ceived great attention from the research community thanks to the
development of powerful technologies capable of handling and
processing huge data volumes. However, the need to collect data
from disparate sources to foster the training of models implies
sharing raw data with a third-party computation unit, thus imply-
ing privacy concerns over the users’ data. This condition led to
the development of Federated Learning [22], according to which
users train collaboratively a model without sharing any private
information and, therefore, maintaining data localized. Initially, the
basic definition of Federated Learning assumes that all the involved
clients own private data from the same feature space (Horizontal
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Federated Learning, HFL for short). This assumption makes this
scenario impractical in some cases. As a matter of fact, in many
real-life scenarios different parties need to use data for the same
samples but from different feature spaces. For example, a bank may
collaborate with an invoice agency to build a financial risk model
for their customers [19]. Under this assumption, the collaborative
learning among such clients is called Vertical Federated Learning
(VFL).

By extending the scenarios considered above, the most general
case consists of parties that collaborate into a machine/deep learn-
ing process by using local data that differ in both feature and sam-
ple space; this situation is encompassed by the Federated Transfer
Learning (FTL) [19]. Such a paradigm received great attention from
the research community and has been, for instance, employed in [8],
where the authors propose a novel architecture for personalized
healthcare via wearable devices. Given the type of application, we
believe it is crucial to understand the vulnerabilities this paradigm
introduces, which are still relatively unexplored. For this reason,
this paper focuses on understanding whether backdoor attacks can
be crafted by manipulating local data on maliciously controlled
parties involved in Federated Transfer Learning. Backdoor attacks
have been largely studied in recent years in both HFL [5, 12, 29, 30]
and VFL [20]; however, to the best of our knowledge, our proposal
is the first to target FTL and show that such a paradigm is vulnera-
ble to backdoor attacks. It is worth underlying that, compared to
the classical FL scenarios, FTL presents unique challenges as the
learning is typically broken down into two parts: a feature learning
task, globally carried out by a server on a publicly shared dataset
and the subsequent training of custom classification layers carried
out by all the clients using private local data in a federated task.
Because the feature extractor part of the classification model is
learned in a different phase with respect to the federated learn-
ing one, crafting a backdoor implies a totally different approach
than those typically adopted by existing backdoor attacks for FL.
In our study, to define our strategy for a backdoor attack, we adopt
the FTL scenario of [8], where the clients receive an initial model
trained to extract features from input data by the server and then
engage in a federated learning task to train only the classification
layers (i.e., the first part of the model shared by the server is kept
frozen). As typically done in the related literature, in our study, we
chose image classification as a reference deep learning task, and
the frozen part, pre-trained by the server, is the feature extractor



of a Convolutional Neural Network (CNN). Then, each client uses
a private local dataset to collaboratively fine-tune the last layers
of the model (fully connected layers) by computing local updates
during each training epoch and uploading the results to the server.
The server then aggregates the changes and distributes the updated
global model to the clients for the subsequent learning epochs. In
this complex scenario, an adversary aiming at designing a back-
door trigger cannot leverage the possibility of forging new relevant
features for the model to learn, such as a small square of noise [12]
or simple objects like sunglasses [7], because the feature extractor
block of the model is frozen. Therefore, any additional feature will
be promptly discarded by the global model. As a result, the attacker
needs a more elaborated mechanism for the trigger design that
would steer the poisoned sample’s latent representation toward the
target class.

We overcome this challenge by combining an Explainable Al
(XAI) step on the feature extractor with a data-driven approach to
build a malicious trigger and suitably position it in high-attention
locations learned by the global model. For this reason, we call our
strategy a focused backdoor attack. To do so, we leverage a powerful
XALI tool, named GradCam [25], to find out the best way for an
adversary to alter the images. Moreover, we exploit a distillation
strategy [36] to encapsulate inside the trigger the main information
characterizing the features of the target class of the backdoor. We
argue that by suitably locating our trigger in attention locations for
the feature extractor component of the model and encapsulating a
compressed representation of the target class in it, we can deviate
the behavior of the classifier when such a trigger is present in the
input image. The experiments we carried out show that FTL is still
vulnerable to backdoor attacks built according to our strategy.

In summary, our main contributions are as follows:

e We introduce FB-FTL, the first focused backdoor attack against
Federated Transfer Learning. Based on our experiments, FB-
FTL achieves a success rate of over 80%, on average. It is im-
portant to note that, to our knowledge, this paper is the first
work to study a backdoor attack against Federated Transfer
Learning.

e We also extend the family of explainability-based attacks,
defining and proving the importance of a “focusing” strategy
for the positioning of the trigger using GradCam. In addition,
we exploit dataset distillation to generate a trigger containing
the features of the target class.

e We propose a strategy to blend better the pixels of the trig-
ger with the colors of the original image, making it less
noticeable.

e We tested our approach against well-known defenses for
Horizontal Federated Learning, and we also compared it
against a novel Vertical Federated Learning countermeasure
based on Label Differential Privacy. While some defenses
are effective with specific datasets, none of the considered
defenses can mitigate our approach in all the considered
scenarios.

An important facility of our proposal is the capability of adapting
the trigger to the attacked data to minimize its impact in terms of
necessary variations caused by its inclusion. This is especially true
for images where triggers typically alter visible regions to craft a

backdoor. Training data are automatically processed by local clients,
and therefore, the fact that the trigger may actually be visible to
some extent does not necessarily represent a blocking point for the
attacker. However, minimizing its visible impact is crucial to make
the attack as stealthy as possible.

2 BACKGROUND
2.1 Federated Learning

Federated Learning (FL) allows n clients to train a global model w
collaboratively without revealing their datasets. According to [32],
it can be classified into 1) Horizontal Federated Learning (HFL),
2) Vertical Federated Learning (VFL), and 3) Federated Transfer
Learning.

In HFL, clients own data that share the same feature space but
represent different entities [32]. Each client trains a local copy of
the model and then uploads its weights ({w' | i € n}) to a server.
HFL optimizes the following loss function:

n

min ((w) = 3" Li(w), Litw) = - Y Glwx), ()
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where L;(w) and k; represent the loss function and local data size
of i-th client, and P; refers to the set of data indices with size k;. At
the m-th iteration, the training can be divided into three steps. First,
all clients download the global model wy, from the server. Then,
each client updates the local model by training with their datasets
o IL(Wm,b)
owy,

local batch). Finally, after the clients upload their local weights, the
server updates the global model by aggregating the local weights.
There are various aggregation techniques that can be used based on
the given scenario. In this work, we will mostly consider averaging,
but we will also test four additional aggregation strategies in an
extra experiment.

In the VFL, clients own data that belong to the same entities but
have different features [32]. Thus, their local models can differ as
their data use different features [1].

(wy, «— wh, — , where & and b refer to learning rate and

2.2 Federated Transfer Learning

In transfer learning, a model that has been trained for a specific
task can be reused as a starting point for a model on a different task,
significantly lowering the costs required for the development of the
new model. Federated transfer learning (FTL) combines principles
from Transfer Learning and Federated Learning. It consists of a
central model that aggregates updates from clients or has trained
a model from a publicly available dataset. This model is then dis-
tributed to the clients who use their own datasets to improve its
performance on their data distribution [8]. Unlike Federated Learn-
ing, participants in FTL own datasets that have different popu-
lation samples and features, making FTL a realistic scenario for
real-world applications [15]. In our case, we follow the FedHealth’s
paradigm [8], where the clients freeze the first layers of the received
CNN (convolutional and max pooling layers) and then train the
fully-connected layers using their own private data.



2.3 Backdoor Attacks

The backdoor attack is a very popular threat against deep learn-
ing models introduced in [12]. In this attack, the adversary adds
a secret functionality into a model that will be activated during
inference. The backdoor is activated by malicious inputs that con-
tain a predefined property, the trigger. The backdoor’s activation
allows the attacker to control the model’s behavior. For example,
in autonomous driving, the backdoored model could classify a stop
sign as a speed limit [12]. The backdoor can be embedded through
data poisoning [12], code poisoning [4], or model poisoning [14].
To measure the attack’s effectiveness, we use the attack success rate,
which represents the number of times that the backdoor is activated
over the total poisoned samples fed into the network. To keep the
attack stealthy, we need to ensure that the model’s performance on
the designated task is not affected by the backdoor insertion.

2.4 GradCam

Interpretability in Al seeks to understand a model’s decision. Vari-
ous techniques can be used to this end. Recently, class activation
mapping (CAM) was introduced [37]. CAM visualizes the areas
of an image that are important for the model’s decision but sac-
rifices the model’s performance because it needs to modify the
model’s architecture [25]. Gradient-weighted CAM (GradCam) is a
generalization of CAM that does not have this requirement [25]. In
particular, instead of modifying the model’s architecture, it uses the
gradient information that flows into the final convolutional layer
to produce a localization of the crucial areas of the image that are
connected to the model’s decision. In this work, we use GradCam
to identify the best position of our triggers.

3 METHODOLOGY
3.1 Attack Scenario

As introduced in Section 2.2 and as also done in [8], in the consid-
ered scenario, we assume that the server S holds the public dataset
Dy = {dp, yp} and uses it to train the transfer model M. Without
loss of generality, in our proposal and experiments, we consider an
image classification task, making Convolutional Neural Networks
an intuitive architectural choice. However, we argue that with mi-
nor tweaks, our approach could also work with different models. In
practice, the server carries out a global Feature Learning task that
will then be shared by all the clients. The weights W), of the model
M), are trained as follows (CE = cross-entropy):

preds = Mp(dp) 2)

al

I = CE(preds, yp); VWp = M 3)

The trained model M, can now be propagated to the clients
C ={c1,...,cn}. In particular, each client knows the public dataset
D) and holds a private dataset D; (where i € [1,n]) that cannot
be accessed by the others. During the Federated Learning process,
the lower levels of the model, in our case, the Convolutional lay-
ers Conv, are frozen to preserve the network’s ability to extract
low-level and more general features of the image. The classification
layers fc, instead, are the most capable of capturing the high-level
features. Therefore, the fc layers are trained by the clients using

their local datasets D; to customize the classification behavior based
on the domain their private data are extracted from. In particular,
the training of fc is obtained by optimizing the combination of two
different loss functions. The first one is a standard cross-entropy
loss between the prediction on D; and the corresponding labels.
The second one is an alignment loss on the last layers of fc to better
personalize the model on the client’s data. As described in [8], this
alignment loss function is intended to align the output features be-
tween the inputs. In this particular case, the alignment is performed
between the outputs of the model M), on the public dataset D), and
the private datasets D;. The loss function is calculated as follows:

Simg = Mp(Dp); Timg = Mp(Dn) (4)
1

lcorar = @ll Simg — Timg ||% (5)

tot_I = CE(Mp(D;), yi) + alcorar- (6)

Here, ||||12D is the squared matrix Frobenius norm, d is the dimension
of the embedding features, and « is the trade-off parameter between
the loss functions. This alignment allows each client to obtain a
personalized model M;, which is more accurate for the local data.

Keeping the Conv layers frozen, along with the availability of
public data used to train the initial model, opens the framework
to possible threats from a malicious client. The intuition behind
our approach is to exploit the transfer model to craft dynamic
triggers that embed the features of the target class. Since the Conv
layers work as feature extractors in the considered scenario (image
classification), they will focus only on the features of the images that
are known from the pre-training of the network on the public data.
For this reason, we can reasonably expect that the Conv layers will
discard traditional triggers that add additional features unknown
to the network. To craft our dynamic trigger, we need to distill low-
level and general features leaked directly from M, and encapsulate
them into it. Since the transfer model M, and the public dataset D,,
are available for all the clients by design, an attacker can exploit
them to craft triggers by leveraging features from D), that are known
to the Conv layers of the target model.

However, distilling a dynamic trigger is still not enough to drift
the transfer model M, towards the target class, as we prove ex-
perimentally in Section 4.5. In this scenario, the positioning of the
trigger plays a key role in the attack’s success. In our attack, we pro-
pose a strategy that aims to detect and override the main features
of the victim image with a dynamic trigger containing compressed
features of the target class, as described in Section 3.3. Empowered
by the generated triggers, we hence assume that the attacker con-
trols a percentage of the clients to poison the model during the
Federated Transfer Learning process.

3.2 Threat Model

Attacker Knowledge: the adversary has access to the public
dataset Dy, the public model M, provided by the server, and a
private dataset D;. Additionally, the adversary has access to the
gradients and the feature maps of the model’s layers.

Attacker Capabilities: using the private dataset D;, the adversary
is able to fine-tune the public model locally. However, the model’s
shallow layers, i.e., the convolutional and the max-pooling layers,
are frozen, so only the fully connected layers can be altered.
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Figure 1: Federated Transfer Learning Framework.

Attacker Goal: by altering samples from the private dataset D;,
the attacker aims to inject a backdoor in the local model M;. This
backdoor cannot depend on the frozen layers, so a sophisticated
trigger design is needed. After the backdoor is injected into M;,
the server will aggregate the local updates from the clients and
update the unfrozen layers of the public model M. This updated
model will be sent back to the clients for further fine-tuning. The
adversary’s end goal is, hence, to embed a backdoor that remains
active after the completion of the Federated Transfer Learning. The
backdoor can then be used to control the model’s behavior through
malicious inputs containing the trigger and force it to misclassify
them to the target class.

3.3 FB-FTL Attack

As discussed in Section 3.1, the frozen convolutional layers Cono
are capable of extracting general low-level features from images
that can be inserted as triggers in a victim image to perform a
backdoor attack. Our approach, shown in Figure 2, does not just
add a trigger in a fixed position into the image. Instead, the idea
behind this attack is to override the features of the original class
with the ones of the target class. To do so, an XAI approach that
highlights the important regions in a target image for the given

model is needed. In particular, for this intent, we use GradCam [25].

GradCam obtains the class-discriminative localization map for any
class ¢ by computing the gradients for the given score of the class
in the output y¢ concerning the feature maps A of a convolutional
layer. The obtained gradients are then global-average pooled to

obtain the neuron importance weights a; as follows:

C
=z 20 @
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L

These weights represent the importance of the features in the
feature map for a target class c. After this, a weighted combination
of forward activation maps is performed and sent in input to a
ReLU activation function to obtain a heatmap of importance I,

with the same shape as the feature maps:

Z azAk

k

Im = ReLU . (8)

The ReLU activation function is applied to the linear combination
of maps because we only consider the features with a positive
impact on the class of interest. Negative pixels, instead, are likely
to belong to other classes in the image [25]. Without this ReLU,
localization maps could emphasize more than just the desired class
region, causing a lower localization performance. The obtained
map I, can now be used as a mask to select the regions of the
image where the trigger should be injected. In particular, we select
the regions of the images where the weights of importance a,c< are
higher than a given threshold 7. Since the weights of importance
ai fall in the interval of values [0, 1], 7 can be picked in the same
interval. To inject a trigger capable of overriding the features of the
original image with the main features of the target class, we use the
intuition of the dataset distillation [36]. Specifically, the synthetic
trigger is distilled using the Dataset Condensation technique with
gradient matching. We take a subset of images B; for which we
generate the GradCam heatmaps of the same size as the images.
Then, we set to 0 the regions of the heatmaps lower than the given
threshold 7 and to 1 the zones with a higher value, thus generating
a mask. The obtained mask can now be used to inject a trainable
synthetic trigger initialized as random noise into the best location
of the target images. Our approach proceeds by exploiting the pre-
trained transfer model Mj,, for which we keep the parameter frozen
for the entire process to learn the correct trigger. At each iteration,
we feed at first the images B;, and we obtain the gradients VW;B on
the model in relation to target class y* using the cross-entropy loss.
In a second step, instead, we repeat the process with a set of true
images T; of the target class from the public dataset used to pre-train
the model M. In the same way, we generate the related gradients
VWPT on the parameters of Mj,. The idea is to inject into the trigger
the generalized features from the data of the target class used to
train the transfer model. Through a distance metric, in our case,
the cosine similarity, we calculate the loss on the distance between
the generated gradients VWE and VWPT , and we backpropagate on



the trainable trigger injected in B; as follows:
VW, — CE(My(B;),y"); VW, — CE(Mp(T),y")  (9)
B[l > 7] « COS(VW,, VW,)). (10)

The process is then repeated for multiple iterations.
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Figure 2: Trigger distillation.

3.3.1 Blended Trigger. The intuition behind our approach is, hence,
to override the main features of an image, allowing its correct
classification with a distilled trigger. This strategy would inevitably
alter the original image and, most probably, the main visual content,
as shown in Figure 3. This alteration can be detected using similarity
metrics that compare the original image with its altered version.
To synthesize a trigger that blends better inside the image making
it less noticeable to automatic detection systems or to a human eye,
we can include a term, derived from a similarity metrics capable of
detecting such alterations, in the distillation matching loss.

Concerning such similarity metrics, one well-fitting option can
be the Learned Perceptual Image Patch Similarity LPIPS [35]. We
follow the idea of using the LPIPS metric from the Style Transfer
and Generative Images approaches [16, 21]. These approaches em-
ploy a LPIPS loss due to its capability of providing better feature
space than other similar solutions for improving the perceptual
quality of the resulting image. In detail, using a pre-defined net-
work like VGG or Alexnet, LPIPS compares the activations of two
image patches to compute the similarity. This measure has proven
to match also the real perception of humans [35]. A low LPIPS score
means that the two images are perceptually similar. With that said,
our trigger distillation loss can be changed as follows:

Bi[lm > 7] « COS(VW,, VW, ) + ALPIPS(B;, 0;),  (11)

where A is the weight to module the contribution of LPIPS on the
overall loss, and O; is the original image without the trigger.

In the standard implementation of our approach, the pixels that
compose the trigger are reinitialized as random Gaussian noise
inside the original image O;. A possible variation to improve the
LPIPS value even further is to back-propagate the combination
of the matching loss and LPIPS to the original pixel of the im-
ages without masking with random noise. In this case, the process
changes as follows:

BO;[Iy > 7] < COS(VW,, VW]) + ALPIPS(BO;, 0;),  (12)

where BO; is the backdoored image with the trigger initialized with
the same values as the original one. As we can see, the approach is
the same, except for the initialization of the trigger’s pixels.

In Section 4.6, we present the comparison of our approach per-
formance according to the considered combination of losses and
initialization strategies of the trigger.

4 EXPERIMENTAL RESULTS
4.1 Experimental Setup

In our experiments, we focused on a testbed where we considered
a Federated transfer learning framework composed of one server
and multiple clients. In particular, in the baseline experiments, the
number of clients is set to 10, and the percentage of attackers is
set by default to 30%. We present additional results by changing
the number of clients, in particular {5, 10,100} The considered
main task is image classification. The considered baseline transfer
model used as the feature extractor is a Resnet-18 [13], kept frozen
during the transfer learning process, with a MLP classifier on top.
To showcase the generalizability of our approach, we also tested it
with two additional architectures: ConvNet [11] and VGG16 [26].
The different architectures according to the dataset are reported in
Table 1. The split of the datasets between train and test sets is left
on default if available; otherwise, we considered 80% of the data for
the training and 20% for testing. From the training set, 50% is kept
as public data to pre-train the model and the remaining half is split
across the clients to be used as a private set. The pre-training of
the model has been conducted using the public data for 10 epochs
with a learning rate of 0.1 for the first five epochs and 0.01 for
the remaining five. From our experimental campaign, this training
strategy has proven to train the model with the partial dataset as
the design of the framework and get the best accuracy. The model
is trained from scratch instead of restoring the ImageNet weights
to be consistent with the scenario in which the model must be
pre-trained only on public data [8].During the Federated Learning
process, the classification layers are trained with a learning rate of
0.1. The matching loss employed to distill the trigger is the Cosine
Similarity as presented in Section 3.3.

In the following sections, we present the attack’s accuracy with
the best value of importance threshold r chosen between the set
of possible values, specifically {0.5,0.6,0.7,0.8,0.9}. We compare
our solution with well-established backdoor attacks for HFL to
understand if they are still effective in this configuration. In partic-
ular, we compared our solution with three static patch backdoor
attacks: pixel pattern trigger, square trigger, and watermark trigger.
In addition, we compared our solution against a novel approach
that uses a trainable dynamic trigger: A3FL [34].



Moreover, we tested our solution with different percentages of
attackers between the clients ({10%, 20%, 30%, 40%, 50%}) to see if
the effectiveness of our attack relies on the number of malicious
clients. In Section 4.5, we will test the importance of the use of
GradCam to spot the right position of the trigger compared to a
squared dynamic trigger distilled in the same way as ours but with
fixed coordinates in the corner of the image.

In Section 4.6, we redefine the learning loss of the dynamic
trigger, combining with the original matching loss a similarity
loss that preserves better the characteristics of the original image,
making the trigger less noticeable but at the same time preserving
most of the backdoor attack accuracy. In particular, we selected
the LPIPS loss function that measures the perceptual difference
between the original images and their manipulated counterparts
with the injected triggers.

For our experiments, we used a machine with an AMD Ryzen
5800X CPU paired with 32GB of RAM and an RTX 3070ti with 8GB
of VRAM. Our attack has been developed using PyTorch 2.0.

Table 1: Baseline model architectures. MLP—N refers to Multi-
Layer Perceptron with N layers

D Conv Fe
ataset Feature Extractor Classifier
CIFAR10 Resnet-18 MLP-4
CINIC10 Resnet-18 MLP-4
SVHN Resnet-18 MLP-4
GTSRB Resnet-18 MLP-2

4.2 Performance Evaluation of FB-FTL

In this section, we present the main results in terms of the success
rate of our approach compared to existing solutions. With this
experiment, we want to investigate the applicability of backdoor
attacks to this FTL. Since no other attack in this setup is available,
we decided to compare our solution against attacks that are intended
for HFL due to their similarities in terms of the configuration of the
training between server and clients. In both cases, the clients train
the global model on their local data while the server aggregates
compared to VFL, in which the global model is split between the
top model on the server and the bottom models on the clients. In
addition to traditional static triggers, we compare our approach also
against a novel solution, named A3FL [34], that injects in the image
a dynamic trigger specifically generated for the target class. Since
one of FTL’s main properties is freezing the feature extractor layers,
we expect that traditional backdoor attacks will be ineffective in
this scenario. The considered attacks introduce into the image the
triggers with additional features that are unknown to the feature
extractor network. Considering the A3FL solution, we expect better
performance than the traditional static backdoors. However, we
are still unable to match the performance of our attack due to the
absence of the focus logic with GradCam.

From Table 2, as expected, the existing attacks are almost un-
perceived by the federated model. The A3FL approach, instead,
achieves a better success rate than static triggers while still affect-
ing the model accuracy on the main task like the traditional one.

These results also give some insights into the importance of focus-
ing logic with GradCam. In Section 4.5, we present an in-depth
analysis in this sense. Looking at our approach FB-FTL, we can see
it is effective across the considered datasets. It is interesting to ob-
serve how our approach is capable of achieving high success rates
despite the different characteristics of the datasets presented in
Appendix B. Even with datasets like SVHN, where the background
contains information about other classes, our attack distills a trigger
that preserves the importance of the original features compared
to the ones in the background. Considering GTSRB, instead, since
contains images of traffic signs, the samples shares many features
and in this case, our attack distills into the trigger the right ones
selecting the features belonging just to the target class. We can
see also how our approach is the best at being effective and, at the
same time, only slightly affects the performance of the model on the
main task. This is because the feature extractor part of the model
will recognize only the known features, so with traditional back-
door attacks, the network will still focus just on the information
of the original class, discarding the trigger. Basically, the attacker
is training the model, assigning to these images the target class,
drifting the accuracy of the model on those features, affecting the
final accuracy. In our case, instead, we are substituting the original
features with information from the target class distilled from the
network itself. In this way, the network will recognize the new
features as known, only slightly affecting the accuracy of the main
model.

CIFAR10

CINIC10

SVHN

GTSRB

Figure 3: Examples of distilled triggers

In Figure 3 and Appendix A, we show some examples of triggers
generated for different classes across the considered datasets. The
position of the trigger changes according to the region of impor-
tance spotted by the GradCam algorithm. In Section 4.5, we present
an ablation study that demonstrates the importance of finding the
best region of the image where to distill the trigger instead of hav-
ing fixed coordinates. On the other hand, this approach also owes
its success to the overriding of the main features of the image using
GradCam to position the trigger. This makes inevitable, in most
of the images, an alteration of the main subject of the image. In
Section 4.6, we present the result of our approach, adding the con-
tribution of the LPIPS metric in the loss calculation to make the
distilled trigger less noticeable to the human eye.

4.3 Results Changing Percentage of Attackers

In this section, we assess how the performance of our attack changes
according to the percentage of attackers between the clients. As



Table 2: Main results

Backdoor CIFAR10 CINIC10 SVHN GTSRB
Attacks Backdoor Backdoor Backdoor Backdoor
Model Accuracy Success Rate Model Accuracy Success Rate Model Accuracy Success Rate Model Accuracy Success Rate

No Attack 81.8% - 71.0% - 90.0% - 95.0% -
Pattern Trigger 77.9% 13.3% 67.4% 13.5% 87.4% 8.7% 93.4% 4.7%
Square Trigger 75.4% 17.6% 67.7% 11.6% 87.3% 7.8% 92.6% 5.4%
Watermark Trigger 76.5% 19.3% 67.8% 12.9% 88.3% 9.7% 93.9% 4.1%
A3FL [34] 73.1% 31.2% 65.5% 24.3% 87.0% 10.0% 94.0% 10.1%
FB-FTL (our) 81.3% 91.1% 70.2% 73.3% 89.6% 72.1% 94.7% 86.5%

we stated in Section 4.1, the previous results were collected by
setting the percentage of attackers equal to 30%. In this experiment,
due to the nature of our attack, which relies mainly on the frozen
Conv layers of the model, we expect that the success rate of the
attack would not drastically change from the baseline reported in
the previous section. Thus, we aim to confirm our intuition that
the success of our attack is only partially correlated to the number
of attackers that poison the local updates.
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Figure 4: Performance of the attack changing the percentage
of attackers.

In Figure 4, we show the results of this experiment. As we can
see, with three out of four datasets, we can confirm our intuitions.
Indeed, the success rate of the attack is comparable across the
different scenarios with negligible fluctuations. The only dataset
that benefits from a high percentage of attackers is GTSRB. With the
percentage of attackers of 50%, the success rate is close to 100%. If
we look, instead, at the worst scenario, the accuracy of the attack is
a little lower than the baseline but still with a not negligible success
rate of around 60%. This is expected due to the similarities between
classes of the dataset requiring for the attacker to contribute to
the training of the federated model with the backdoored images to
make the attack more effective.

The previous experiment was conducted with a total number
of number of clients equal to 10. In this sense, we conducted a
second experiment varying the number of clients included in the
federated process. In particular, we want to verify how our attack
varies, considering just one malicious client but changing, in this
case, the number of clients. In the first scenario, we considered
half of the clients compared to the baseline, 5 clients in total, and
the second scenario includes ten times more clients, specifically

100. Since our attack relies on the characteristic that the feature
extractor in the considered Federated Transfer Learning scenario is
frozen, we expect that our attack is just partially dependent on the
total number of clients in the Federated Learning process.
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Figure 5: Performance of the attack changing the total num-
ber of clients.

The results of this experiment are shown in Figure 5. As an-
ticipated, we can notice the difference between 10 and 100 is just
5% at maximum, preserving a success rate over 60% across all the
datasets. Instead, looking at the scenario with 5%, we can see how
the performance is better than considering 10% as expected, but
similarly to the previous use case, the difference is almost negligi-
ble. The highest recorded difference is about 15% for the GTSRB
dataset with 5 total clients compared to the baseline of 10. Even
if the proportion between malicious and benign clients is doubled
with 5 overall clients compared to 10 considering just one attacking
client, the success rate of our attack is not two times higher with
double the importance of the malicious client contribution in the
averaging of the updates with 5 total clients. These results allow
us to confirm that our solution is independent of the percentage
of attackers between the parties and the total number of clients
participating in the federated training.

4.4 Evaluation Changing 7 Threshold

In this section, we present the results of the experiments varying
the 7 threshold used to select the region of the trigger according to
the weights of importance returned by GradCam as presented in
Section 3.3. In particular, changing this value will affect positively
or negatively not only the performance of our attack but also the
integrity of the original image. Intuitively, if we set 7 to a low value,



we will inject a trigger that occupies a large portion of the image.
Since the aim of our attack is to distill an effective trigger but at the
same time preserve most of the content of the image, the r value is
a parameter that has to be tuned. In particular, the idea is to select
the highest value of 7 that preserves the performance of the model
while altering as little as possible the original image.
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Figure 6: Backdoor success rate changing 7 value.

Results of this experiment are reported in Figure 6. As expected,
with high values of 7, e.g., 0.8 or 0.9, the performance of our ap-
proach drops. This is because, with high values, the region dedicated
to the trigger is too small to embed the features necessary to make
our approach successful. At the same time, the region is not big
enough to override the main features of the image.

In Section 4.5, we prove this by showing the importance of the
positioning of the trigger to cover the main features of the origi-
nal image. Looking at lower values of 7, instead, we can see how
having a smaller 7, and by consequence, a larger trigger, does not
necessarily benefit the accuracy of the model. In this situation, be-
cause there is a bigger region to distill, our attack has more space to
include more refined features about the target class. Since dataset
distillation works by providing the network examples of the target
class, having a bigger region to distill makes our trigger prone to
overfit too much on example images. In this way, the trigger will in-
clude information specific to those particular images in addition to
the more general features of the class. This additional information
breaks our assumption of distilling triggers with only general fea-
tures of the target category, making them less relevant and affecting
the attack’s performance.

4.5 GradCam Importance Analysis

As presented in Section 3.3, GradCam is one of the main compo-
nents of our approach. Dynamic triggers alone, as we showed in
Table 2, are not enough to produce backdoor attacks effective in the
Federated Transfer Learning Scenario. In this section, we present
an analysis to assess the importance of an explainability technique,
in our case, GradCam, to spot the most important features of the
original images to be covered by our distilled trigger.

In Figure 7, we present examples of the GradCam results on the
original set of images and the respective backdoored version. As we
can see from the heatmaps produced by Gradcam on the original

Original Image
with Gradcam

Backdoor Image
with Gradcam

Figure 7: Examples of GradCam maps with and without the
trigger

image and the same with the addition of the trigger, the model to
classify the image focuses on the same region. This shows how our
trigger successfully substitutes the main features of the original
class as the most important portion of the image for the model to
classify it. Another interesting result we can observe is the area
of importance detected by the GradCam algorithm. The different
shades of colors presented in Figure 7 represent the importance
of those features for the classification of the image. The regions
with the tones red and yellow are actually the ones that matter
the most for the model to perform the classification. Looking at
the examples in Figure 7, we can see how the produced heatmaps
on the original images highlight, of course, the most important
region in red but also show how the model looks at regions around
in yellow to take a decision for the classification of the image.
The results produced on the backdoored images, instead, show
an important region that is much more concentrated around the
trigger. This proves that the combination of the distilled trigger and
explainability can confidently drive the target model toward the
target class with more confidence compared to the original class.

To better prove our intuition, we performed an ablation study
to test the different components of our approach. In particular, we
tested the components of our solution in three different configura-
tions. In the first scenario, the trigger is distilled in a fixed position
like traditional dynamic solutions. In the second case, the trigger is
still distilled in fixed coordinates, but, differently from the previous
scenario, we use GradCam to detect the most important features
of the images, and we override them with random noise. The final
scenario, instead, is our full solution.

In Table 3, we report the result of our ablation study. As expected,
the dynamic trigger in a fixed position is not capable of producing
an effective backdoor attack, confirming what we have already
reported in Section 4.2. An interesting result can be seen in the
scenario in which we obfuscate the features of the original class. As
we can see, the success rate of the attack in this scenario improves
compared to the one in which we just distill the trigger in a fixed
position of the image. Especially for the SVHN dataset, we can



Table 3: Experiments with Dynamic Patch in a fixed position
with and without obfuscation of the main features

Dynamic Dynamic
Dataset Corner Patch Corner Patch Our Trigger
With Obfuscation
CIFAR10 32.3% 40.0% 91.1%
CINIC10 22.3% 26.7% 73.3%
SVHN 7.8% 23.4% 72.1%
GTSRB 18.9% 33.3% 86.5%

see how the performance of the attack improves three times more
after masking the original information of the images. This result
proves how covering the main features of the images and moving
the distilled trigger in the right position contribute to deceiving the
frozen feature extractor of the transfer model.

4.6 Experiment on Perceptual Similarity Loss

As we introduced in the methodology section (Section 3.3), the
positioning of our trigger over the main features of the images can
alter too much the original data, making it more detectable even
by automatic systems that use similarity metrics. This section is
devoted to better understanding how the changes in the loss and
trigger initialization described in Section 3.3.1 impact the perceptual
similarity between the original and backdoored images using the
LPIPS metric presented in the same section.

As we can see in Table 4, the positioning of the trigger over
the original content of the image actually perceptually impacts the
most compared to other backdoor attacks that use a static trigger
positioned in a peripheral position of the image without impacting
the main subject. With the modified version of the loss, we want to
preserve the attack performance, reducing the LPIPS metric.

Table 4: LPIPS values of the images with different triggers

Trigger CIFARI0 CINIC10 SVHN GTSRB

Type
Square Trigger 0.0015 0.0007  0.0058  0.0093
Pattern Trigger 0.0006 0.0002 0.0022  0.0031
Watermark Trigger ~ 0.0056 0.0020  0.0188 0.0174
A3FL [34] 0.0020 0.0014 0.0106  0.0175
FB-FTL (our) 0.1346 0.0618 0.2903  0.1346

In this experiment, we tested the success rate of our approach
in normal conditions compared to the more visually conservative
version of it. In particular, we tested the modified version of the
original loss with the addition of the LPIPS component combined
with random initialization of the trigger and initialization with the
original values of the target image. The results are presented in
Table 5. As we can see, with the more conservative loss, we lower
the LPIPS values while preserving most of the performance of
the original attack. Looking at the SVHN datasets, it is interesting
to see how the LPIPS version of the loss combined with trigger
initialization from the original values of the image performs better
than random initialization and even better than the standard version
of the attack. This can be related to the nature of these datasets, as
described in Appendix B. In particular, SVHN is characterized by
images with backgrounds that can contain features from classes

Table 5: Backdoor Success Rate (BSR) and LPIPS Value chang-
ing the loss and trigger initialization

Dataset Normal/Noise =~ LPIPS/Noise  LPIPS/Original
BSR LPIPS BSR LPIPS BSR LPIPS
Value Value Value

CIFAR10 91.1% 0.1346 84.4% 0.0308 82.2% 0.0294
CINIC10 73.3% 0.0618 70.0% 0.0087 67.8% 0.0076
SVHN  72.1% 0.2903 70.0% 0.1036 76.7% 0.0919
GTSRB  86.5% 0.1346 81.1% 0.0375 78.7% 0.0363

different from the principal one. Adding a trigger too different
from the overall image could make the model focus more on the
background containing features belonging to categories different
from our target class. A more blended trigger, in this case, allows
us to improve even more the performance of our attack.

LPIPS/
Noise

LPIPS/
Original

Normal/
Noise

Figure 8: Examples of triggers generated with different loss
and trigger initialization

In Figure 8, we show examples of triggers generated with differ-
ent combinations of losses and initializations. We can notice that the
addition of LPIPS to the basic loss allows the generation of triggers
that blend better with the overall image. The colors of the pixels of
the triggers better match the palette and the intensity of the colors
of the original image compared to the basic implementation of the
dynamic triggers. Looking at the last column, the initialization of
the trigger plays an important part. As we can see, the generated
trigger blends better with the main subject of the image, preserving
some of the original pixels that do not need to be updated and
resulting in an almost transparent trigger. The contribution of the
initialization strategy is to make the trigger even less noticeable to
the human eye compared to other backdoor attacks in which the
trigger is easily detectable by a human check.

4.7 Evaluation on Different Architectures

In this experiment, we want to evaluate our approach with ad-
ditional model architectures to prove the generalizability of our
approach. As mentioned in Section 4.1, we selected two models,



Table 6: Evaluation on different architectures

Dataset Resnetl8 VGG16 ConvNet
CIFAR10 91.1% 86.7% 93.3%
GTSRB 86,5% 85.5% 90.0%

namely ConvNet [11] and VGG16 [26]. The choice of these two
architectures has been made by looking at the architectures studied
in the Dataset Condesation paper [36], which inspired our distilla-
tion strategy, and the GradCam paper [25]. For the evaluation of
these two architectures, we selected two of the previously presented
datasets. In particular, CIFAR10 as a baseline, and GTSRB since it is
the dataset with the highest number of labels.

In Table 6, we present the success rate of our approach with the
two additional architectures. Our approach, in both cases, preserves
most of the accuracy of the considered baseline. As expected with a
deeper network and more parameters like VGG16, the success rate
is only partially affected with a decrease of just around 5%.

5 DEFENSES EVALUATION

In this section, we present the performance of our attack against
possible defenses. Since there are no defenses available for the
FTL scenario, we borrowed countermeasures from the other two
Federated Learning settings. First, due to the similarity between the
two settings, we start by considering HFL defenses. In particular,
we selected two standard ones, Krum and Trimmed Mean, and two
more advanced ones, FoolsGold and Flame. The results on these
are presented in Section 5.1.

Considering, instead, the VFL scenario, it is difficult to adapt
well-established solutions (e.g., Privacy-Preserving Deep Learning
or DiscreteSGD) due to the difference between VFL and TFL. Still,
some ideas from a particular family of countermeasures for the
Vertical setting can be borrowed for the initial pre-training of the
transfer model. Specifically, solutions from the Label Differential
Privacy (LabelDP) family can be exploited to pre-train the transfer
model using noisy labels. In this case, we considered a novel solu-
tion named KDk [3] that generates noisy labels using knowledge
distillation, and the results are presented in Section 5.2.

With this study, we want to understand the weaknesses of our
attack and develop a working countermeasure designed properly
for the Federated Transfer Learning scenario.

5.1 Horizontal Federated Learning Defenses

As we said before, we tested our attack against four different de-

fenses: Trimmed Mean [33], Krum [6], Flame [24], and FoolsGold [10].

In the first approach, the server independently averages the gradi-
ents according to their position. Specifically, the aggregator sorts
the gradients in the same position according to their distance from
the median. Then, only the first k parameters are considered benign,
where k = n — m, n is the number of clients, and m is the malicious
portion. To be consistent with the original implementation of the
defense, we consider the ideal scenario in which the portion of ma-
licious clients is known. Krum, instead, averages the global model
by selecting the best updates between the gradients received from
the clients and discarding the outliers that differ significantly from
their average.

The Flame defense is composed of two main components: the
first filters the clients’ updates, and the second adds Adaptive Dif-
ferential Privacy. The first component filters malicious clients from
the ones with the highest probability of being honest. This is done
by clustering the clients using HDBSCAN over the pairwise cosine
similarity distances among the updates and keeping only the cluster
that includes at least 50% clients. The second component applies
an adaptive differential privacy approach estimating the clipping
bound and level of noise, in a way that neutralizes the attack and
preserves the original performance of the model.

FoolsGold adjusts the contribution of each client based on the
similarity distance of the updates, similar to Flame, and also consid-
ers information derived from past iterations. The approach lever-
ages cosine similarity to measure the distance between updates.
Usually, backdoor attacks alter specific features, which can be identi-
fied by measuring the magnitude of model parameters in the output
layer of the global model. The malicious updates can be removed
or re-weighted.

In Figure 9, we present the result of our attack considering differ-
ent values of 7 against the selected defenses. Overall, as expected,
our attack can pass the filtering of the defenses, preserving the
same performance in most cases. This is due to the fact that our
triggers are distilled to include the most general features of the
target class and override the one of the original class. As a result,
our attack generates updates that are only slightly different from
the distribution of the benign ones, making it difficult to detect
them.

Interestingly, we noticed two exceptions, one in favor of and
one against our solution. Starting from this last one, we can notice
how our attack is penalized against three out of four defenses for
the GTSRB dataset. As we stated in Appendix B, this dataset is
characterized by many more categories than the other datasets,
43 in total, that share many features, resulting in a very small
separation between feature distributions across the classes. The
narrower distribution of the updates makes our malicious updates,
even with small differences, more easily detectable as outliers by
the defenses. In this scenario, the defenses are capable of mitigating
the attack but still are not enough to neutralize scoring, still, an
accuracy above 50% with lower values of 7.

The second exception, instead, the one in favor of our solution,
is in relation to the results across all the datasets with the employ-
ment of FoolsGold as a defense. As we can see, with all the datasets,
our approach archives results in terms of success rate even better
compared to the baseline without the defense. FoolsGold, by de-
sign, gives more importance to the features that are beneficial for
the accuracy of the final model. As a result, it will preserve the
updates that are closer to the mean of the distribution, penalizing
the outliers. By definition, our approach aims to distill into the
trigger the most general features of the target class, resulting in
updates that, on purpose, want to deviate as little as possible from
the mean of the benign updates. To conclude, we demonstrate that
defenses intended for Horizontal Federated Learning are effective
only in particular cases with datasets with specific characteristics.
Moreover, in some situations, they can be beneficial for our attack.
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Figure 9: Possible defenses.

5.2 Vertical Federated Learning Defense

As we have mentioned before, it is challenging to adapt most of the
traditional VFL defenses to our scenario. Instead, we can borrow
some ideas from LocalDP for the pre-training of the transfer model.
By default, the model is trained with one-hot encoded labels, and
it has been proven that this could lead to overfitting problems. To
overcome this issue, strategies of label smoothing have been pro-
posed. Label smoothing [28] approaches redistribute the probability
of the main class across other secondary classes to instill in the
model the knowledge about similarities between classes, making
it more robust. Knowledge Distillation is the perfect candidate to
generate a smooth version of the labels. In practice, Knowledge Dis-
tillation uses the output of a pre-trained teacher model to generate
smooth labels for each sample. In this sense, we selected the KDk
defense to add a level of uncertainty to the transfer model.

The KDk [3] defense is a novel approach intended to preserve
the privacy of the labels in the Vertical Federated scenario. This
solution is based on the concept of k — anonimity between the
classes. In particular, the knowledge distillation is used to select
the top-k classes for each image, and then the probability of the
main classes is redistributed to the selected top k categories using
an € parameter to tune the re-balancing and the strength of the
defense. In particular, the € value is subtracted from the probability
of the main class, originally set at 1 in the one-hot setting, and
redistributed equally across the k — 1 secondary labels. Pushing
the k and e parameters to extreme values will benefit the security
of the model at the expense, though, of its performance on the

main task. The tuning of these parameters is important to select the
maximum power level without affecting the accuracy of the model.
With this strategy, the features will be learned by the network
as less separated between the classes compared to using one-hot
encoded labels. We expect that this additional layer of uncertainty
can affect the performance of our attack.

Since our attack is based on distilling into the triggers the general
features of the target category, these blurred boundaries between
the features of the classes could lead our trigger to also include
information from other categories affecting the success rate. As
we said, the selection of the k secondary classes and € value is
important to preserve the accuracy of the model. In this experiment,
we selected the highest values for both parameters for each dataset
that preserve most of the models’ accuracy just before they start
degrading. The selected parameters are reported in Table 7.

Table 7: KDk Parameters

KDk Parameters CIFAR10 CINIC10 SVHN GTSRB
k value 3 3 3 5
€ value 0.45 0.4 0.3 0.6

In Table 8, we present the results of our attack against the KDk
defense. Our attack is capable of preserving most of its perfor-
mance on three of the selected datasets, but at the same time, all of
them, even if slightly, are affected by the defense compared to the
one for the Horizontal scenario. What makes our attack resilient



Table 8: FB-FTL results against the KDk defense

Dataset No Defense KDK[3]

Main Task Main Task
BSR

Accuracy Accuracy
CIFAR10 81.3% 91.1% 80.1% 84.4%
CINIC10 70.2% 73.3% 69.7% 61.1%
SVHN 89.6% 72.1% 89.4% 32.2%
GTSRB 94.7% 86.5% 94.2% 82.2%

is the distillation logic behind the generation of the trigger. Our
strategy tries to distill images by providing examples instead of
backpropagating to the information of the target class using just
the cross-entropy loss. This makes our solution more robust even if
the transfer model has been trained with a level of uncertainty on
the separation between the features of the classes. Similar to what
happened with GTSRB against HFL defenses, also in this case, one
of the datasets, SVHN, is affected the most by the defense due to its
characteristics. As we said in Appendix B, the images of this dataset
are characterized by backgrounds that contain information about
other classes compared in addition to the principal one. Using the
distilled soft labels, the KDk defense is training the model to give
more importance to the elements in the background mitigating our
strategy of overriding the features on the main class.

These results give us insight into how to define a proper defense
for our backdoor attack in the Federated Transfer Learning scenario.
In particular, the server should apply an ad-hoc LabelDP strategy
for the pre-training of the transfer model instead of focusing on
the updates of the clients like the HFL defenses.

6 RELATED WORK

Federated Learning was proposed by researchers in Google [22].
This work introduced the HFL paradigm, where all the clients use
data from the same feature space but may not be of the same sam-
ple identity. In VFL, the clients own data that belong to the same
samples but do not share the same feature space [18]. FTL is ap-
plied to scenarios in which the clients’ datasets are different both in
the feature space and the samples identities [32]. Given that such
scenarios are more general, they are more practical and applicable
to real-world applications. For example, FedHealth [8] uses FTL to
support personalized healthcare through wearable devices. To this
end, first, the users’ devices collaborate to train a shared model in
the cloud for human activity recognition with privacy guarantees,
and then each participant uses FTL to personalize the model and
improve its performance based on the local dataset. For the per-
sonalization, the authors assumed that in each client, the first part
of the downloaded model is frozen, and only the fully connected
layers are fine-tuned with the private dataset. We adopted this
model in our experiments as the frozen feature extractor that each
client has makes traditional backdoor attacks more challenging.
The adversary cannot use triggers that are small features [12] and
are based on the model’s feature extractor, as they can affect only
the last layers of the model. As a result, more elaborate strategies
need to be designed.

Backdoor attacks in deep learning were first introduced by Gu et
al. [12]. In this attack, an adversary alters some training samples to
insert a secret functionality into the trained model that is activated

during inference. This attack has become very popular and has also
been applied to Federated Learning [2, 5, 29-31]. In [5], a model
replacement attack was introduced where the adversary attempts
to replace the global model with a malicious one that contains a
backdoor by amplifying the gradient updates of the adversaries.
In [29], the authors established a theoretical framework to verify
that a model is vulnerable to backdoor attacks if it is also vulnerable
against evasion attacks in FL. Xie et al. [30] split the trigger among
multiple malicious clients, making the first distributed backdoor at-
tack in the Federated Learning setup. The backdoor can be activated
with both the local triggers but also with the global trigger, which
is a combination of all the local triggers. Xu et al. [31] used this
technique to backdoor federated graph neural networks. All these
attacks, however, have been applied to HFL, where the adversary
has full control of the training of the local model so every layer
can be affected. In this work, the adversary cannot alter the feature
extractor of the model, making the trigger generation more chal-
lenging. To the best of our knowledge, we are the first to explore
backdoor attacks in this scenario.

7 CONCLUSIONS AND FUTURE WORK

In this paper, we describe, to the best of our knowledge, the first
focused backdoor attack specifically designed for the Federated
Transfer Learning Scenario. Our attack, called FB-FTL, aims to
overcome the challenges imposed by the scenario. In this context,
a feature learning step is carried out by the server before the actual
federated learning, which then aims at collaboratively train only the
classification layers by keeping frozen the feature extractor ones.
Due to this characteristic, existing backdoor attacks, especially the
static ones that introduce unknown features to the feature extractor,
are ineffective in this scenario. Moreover, traditionally, backdoor
attacks introduce a trigger in the original data without applying any
strategy to minimize its impact on them. For instance, in the case
of image data, the position of the trigger may strongly influence
the visualization outcome.

To design our attack, we started by analyzing the FTL framework
to understand its vulnerabilities and to exploit them. The main intu-
ition behind our approach is to maximize the success of our attack
by identifying the optimal spot in the input data to position the
trigger. To do this, we leverage an XAl strategy to identify the most
important regions of the images for their classification. The use
of explainability to locate the trigger over features detectable by
the feature extractor component of the FTL model brought to the
definition of the first focused backdoor attack. Another important
aspect of our attack is related to the way in which the trigger is
generated. For this purpose, we borrowed some ideas from the
dataset distillation field. In particular, the attack distills the main
features of the target class into the trigger. Combined with the
focusing strategy, it overrides the information of the original class
with the desired one. In our experimental campaign, we analyzed
the different components of our approach, showing the importance
of distilling the target class features and correctly positioning the
trigger in the input data. We demonstrated how our approach does
not depend on the percentage of malicious clients in the process
and is not heavily affected by the total number of clients. Since no



ad-hoc defenses are available for the considered scenario, we evalu-
ated our attack against Horizontal and Vertical Federated Learning
countermeasures. As we discovered, no defense is completely effec-
tive in mitigating our approach for all the datasets. In this sense,
the most promising approach comes from the Vertical Federated
family, named KDk, and makes use of Lable Differential Privacy
(LabelDP) to add uncertainty between the classes in the pre-trained
model. In this direction, as future work, further exploration can be
conducted to define a more effective countermeasure, still based on
LabelDP, against our attack.
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A MORE EXAMPLES

In this section, we show more examples of triggers generated by our
attack. In Figure 10, examples of the basic implementation of our
attack are shown. In Figure 11 and 12, instead, we show examples
of the LPIPS contribution in the loss and the initialization of the
trigger with the original values of the images.

B DATASETS

To conduct the experimental campaign, we selected four of the
most common benchmark datasets: CIFAR10 [17], CINIC10 [9],
SVHN [23], and GTSRB [27]. The first two are datasets that include
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Figure 12: More examples of triggers generated with the contribution of LPIPS in the loss and the initialization of the trigger
with the original values of the image.



Table 9: Statistics of the considered datasets

Dataset Train Test Number of
Set Size  Set Size Classes
CIFAR10 50,000 10,000 10
CINIC10 180,000 90,000 10
SVHN 73,257 26,032 10
GTSRB 39,209 12,630 43

classes of different animals or objects. Both share the same cate-
gories. The main difference is that CINIC10 is 4.5 times larger the
size of CIFAR10. This difference in size allows us to prove that our
approach is still effective even with larger datasets, proving our in-
tuition that the trigger is distilled, preserving the most general and

meaningful features of the target class. The SVHN dataset, instead,
contains images of houses’ civic numbers with categories from 0
to 9. One of the main characteristics of this dataset is the presence
of additional numbers in the background that do not belong to the
assigned category. We selected this dataset to see if the features
distilled in our trigger are strong enough to be preferred to the other
number in the image by the model. The last dataset, the German
Traffic Sign Recognition Benchmark (GTSRB), contains forty-three
different categories of traffic signs. Since the traffic signs have many
features in common between the categories (e.g., shape and color),
we included this dataset to test whether our approach is capable of
overriding the right features to control the model and predict the
target class. Table 9 reports statistics for the considered datasets.
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