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Abstract— A major obstacle to the development of effective
monocular depth estimation algorithms is the difficulty in
obtaining high-quality depth data that corresponds to collected
RGB images. Collecting this data is time-consuming and costly,
and even data collected by modern sensors has limited range or
resolution, and is subject to inconsistencies and noise. To combat
this, we propose a method of data generation in simulation using
3D synthetic environments and CycleGAN domain transfer. We
compare this method of data generation to the popular NYU-
Depth V2 dataset by training a depth estimation model based
on the DenseDepth structure using different training sets of
real and simulated data. We evaluate the performance of the
models on newly collected images and LiDAR depth data from
a Husky robot to verify the generalizability of the approach
and show that GAN-transformed data can serve as an effective
alternative to real-world data, particularly in depth estimation.

I. INTRODUCTION

Obstacle detection and avoidance are essential for au-
tonomous systems, particularly in applications such as au-
tonomous driving and robotics [1]–[4]. These systems re-
quire accurate distance measurements between robots and
nearby obstacles to ensure safe and effective control. While
Stereo cameras and LiDAR distance sensors are capable of
obtaining depth information, their weight, energy consump-
tion and resolution limitations make them less applicable
to small robots constrained by size and power capacities.
Monocular cameras have gained prominence in the realm
of Micro Aerial Vehicles (MAVs) and mobile robots due
to their low cost, lightweight, and ability to capture high-
resolution images [5]–[11]. However, given that monocular
vision inherently lacks depth perception, developing effective
methods to estimate distance solely from monocular camera
images holds significant potential for a wide range of appli-
cations.

The most effective methods for monocular depth estima-
tion have been driven by developments in deep learning
algorithms [12]–[14]. Deep learning requires large training
datasets to be effective, and supervised learning depth es-
timation needs both scene images and corresponding depth
data collected by precise depth sensors. There are several
obstacles to obtaining accurate depth information, such as
the low resolution of LiDAR data or the limited range and
sensitivity to noise of stereo cameras. Additionally, manual
data collection is time-consuming and resource-intensive.
A possible alternative can be found in game engines such
as Unreal Engine or Unity, which are employed to create
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synthetic environments that mimic real-world conditions.
These synthetic environments allow the generation of images
and the corresponding depth values automatically.

While images generated by Unreal Engine or Unity may
appear realistic to the naked eye, it has been well acknowl-
edged that they may contain subtle artifacts leading to biases
in distance estimations. To bridge this domain gap between
synthetic and real world imagery, we propose leveraging
Generative Adversarial Network(GAN) for domain transfer
[15]. By utilizing a type of GAN called “CycleGAN,” we
transform synthetic images generated in a simulated envi-
ronment into images closely resembling real-world scenes
[16]. Our research uses the transformed images as input
for a depth estimation model, demonstrating that training
with a transferred synthetic dataset effectively minimizes
the disparity between synthetic and real-world data, thereby
enhancing depth map accuracy. Our contributions in this
work are:

• Development of an augmentation method for generating
image-depth map pairs for effectively training a depth
estimation algorithm.

• An adaptation of CycleGAN for domain transfer be-
tween simulated and realistic looking images effective
in improving monocular depth estimation.

II. RELATED WORK

A. Domain Transfer

Generative Adversarial Networks (GANs) [15] have
emerged as a powerful class of artificial intelligence al-
gorithms capable of generating realistic-looking images. A
GAN consists of two main components: a generator and a
discriminator. These components engage in an adversarial
process, where the generator aims to produce images that
are indistinguishable from real images, effectively “fool-
ing” the discriminator, while the discriminator’s task is to
distinguish between genuine and generated images. This
concurrent training process enhances the capabilities of both
components.

Building on the GAN framework, Cycle-Consistent GAN
(CycleGAN) [16] introduces an innovative approach to
unsupervised image-to-image translation between two dis-
tinct domains using unpaired image datasets. The model
operates with two pairs of generators and discriminators,
one for each domain. It leverages adversarial loss to train
the network, enabling the generators and discriminators to
improve through mutual feedback. A distinctive feature of
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CycleGAN is its use of cycle consistency loss, which ensures
that an image can be translated from one domain to another
and then back to the original domain without losing its
original identity. This feature makes CycleGAN particularly
valuable for applications where paired domain data is scarce
or unavailable.

The CycleGAN-based method for data augmentation has
been recently applied to various tasks in computer vision.
In [17], the domain transferred training datasets improved
the detecting performance of YOLO for multi-organ detec-
tion in medical images. Also, CycleGAN has been applied
to real-to-virtual domain transfer for visualizing transnasal
surgery [18]. We propose that using CycleGAN to translate
simulated images into more realistic images can increase
the viability of using simulated data for monocular depth
estimation.

B. Monocular Depth Estimation

Monocular Depth Estimation (MDE), a method for pre-
dicting depth information from a single RGB image, has
been widely researched, particularly for its applications in
lightweight robotics and MAVs. The characteristic that MDE
only uses RGB cameras without any other sensor offers a
cost-effective and lightweight solution for depth perception.

Early MDE relied on depth cues for depth prediction with
strict requirements [19]. However, the advent of deep learn-
ing led to rapid developments of depth estimation algorithms
that outperform traditional methods.

Supervised learning-based MDE models are trained us-
ing datasets that have RGB and corresponding grayscale
depth map image pairs such as NYU-Depth V2 [20] and
KITTI [21]. Eigen [13] first proposed a deep learning-based
MDE model which uses scale-invariant error. It has a coarse-
to-fine framework, where the coarse network trains the global
depth information and the fine network obtains local features.
Since then, a variety of deep learning methods for monocular
depth estimation emerged [12], [14], [22].

The most common architecture for monocular depth es-
timation based on deep learning is an encoder-decoder net-
work, using RGB images as an input and extracted depth
maps as an output. The encoder network consists of convo-
lutional and pooling layers to learn features of images and the
decoder network consists of deconvolutional layers to predict
depth maps [19]. Because of the difficulty of collecting
ground truth depth data, several different approaches have
been explored to improve either the efficiency of data usage
or expand the type of training data that can be used. Ranftl
et al. [23] suggested several methods to allow training on
multiple types of depth datasets, such as proposing training
objectives that are invariant to depth range and scale, and
exploring multi-objective learning when combining datasets.

While supervised methods have been widely explored,
more recently unsupervised and semi-supervised methods
have also begun to gain traction, mainly because of their abil-
ity to learn without the same level of dependence on ground
truth depth data. These methods can learn depth estimation
using image datasets without labels, but require significantly

Fig. 1. Illustration of (a) CycleGAN mapping functions, (b) forward cycle-
consistency, and (c) backward cycle-consistency [16].

more data compared to supervised methods [24]. Learning
approaches like self-attention first proposed by [25] have
since been expanded to apply to depth estimation tasks,
yielding competitive results [26]. Most notably, recent bench-
marks have been set on the NYU Depth V2 dataset by
models such as VPD [27] which leverages cross-attention
maps between images and text labels to aid segmentation
and depth estimation tasks, and Depth Anything [28] which
uses combinations of ground truth labels and pseudo-labels
generated in a teacher-student architecture to learn from both
labeled and unlabeled image datasets. While both of these
models mainly rely on large training image datasets that do
not contain depth information, they still require ground truth
depth data for fine-tuning.

III. PROPOSED METHOD

Our proposed method consists of three modules: syn-
thetic data generation, data domain transformation, and depth
estimation model training. CycleGAN is used for the do-
main transformation method to translate synthetic images
to realistic-looking images and DenseDepth is used for the
depth estimation model.

A. Synthetic Data Generation

To generate the synthetic image dataset, we utilized the
Unreal Engine v4.27 simulation software developed by Epic
Games [29], in conjunction with the AirSim [30] for captur-
ing RGB images and pixel-wise distance data. We selected
a diverse set of indoor virtual environments, including sev-
eral apartment scenes, living room, bedroom, and kitchen
environments. To match the image data in the NYU-Depth
V2 dataset, the RGB images were captured at a resolution of
640x480 pixels, and the field of view angle of the camera was
set to 57 degrees. The depth information was captured using
the AirSim DepthPerspective camera setting and was saved
to the .pfm file format to preserve raw distance information.
This .pfm file was then converted to an 8-bit depth image
by first truncating any distances exceeding 10 meters to a
value of 10 meters, and then linearly scaling the distance
values from 0 to 255 and saving the result to a grayscale
.png image.

B. Domain Transfer

CycleGAN’s capability for unpaired image-to-image trans-
lation is crucial for domain transfer tasks where paired
examples are scarce or unavailable. This characteristic aligns
with our project’s needs, as we aim to translate images from



Fig. 2. Synthetic images generated using Unreal Engine (first row) and their CycleGAN-transformed counterparts (second row). The CycleGAN
transformation process alters features such as lighting and texture to increase the realism of a simulated image while maintaining the original features of
the environment.

the synthetic domain to the real domain without explicit one-
to-one mappings.

As we observe from Figure 1, the architecture of Cycle-
GAN [16] employs two generative adversarial networks
(GANs), one for each domain, which are trained simul-
taneously. The generators aim to transform images from
one source domain to another target domain, while the
discriminators strive to distinguish between real and gen-
erated images. It is important to mention that the terms,
terminologies, and equations presented below are directly
sourced from [16].

The objective is to acquire a mapping G : X → Y in
a manner that the image distribution generated by G(X) is
indistinguishable from the distribution Y , achieved through
an adversarial loss. Given the inherent lack of constraints in
this mapping, an inverse mapping F : Y → X is integrated
to incorporate a cycle consistency loss. This ensures that the
process F (G(X)) results in images equivalent to X (and
vice versa), thereby adding a constraint to the otherwise
unconstrained mapping.

In conjunction with the generators, two adversarial dis-
criminators, DX and DY, are used in the respective GANs.
DX is tasked with distinguishing between the original images
{x} and their translated counterparts {F (y)}, while DY
focuses on discriminating between {y} and {G(x)}.

What sets CycleGAN apart is the inclusion of cycle-
consistency loss, which enforces that the translation from
one domain to the other and back should bring the image
back to its original state. This ensures that the generated
images are coherent and realistic. So, the goal is to minimize
adversarial losses, which aim to align the distribution of
generated images with the data distribution in the target
domain; and cycle consistency losses, implemented to avoid
inconsistencies between the learned mappings G and F .

Adversarial losses are applied to both mapping functions.
The objective for mapping G and its discriminator DY is
formulated as:

LGAN(G,DY , X, Y ) =Ey∼pdata(y)[logDY (y)]

+ Ex∼pdata(x)[log(1−DY (G(x)))].
(1)

Where generator tries to generate images that are similar

to images in the target domain while discriminator attempts
to distinguish between generated images and real samples.
Thus, it is a minimax problem. A similar adversarial loss is
introduced for the mapping F and its discriminator DX.

As previously stated, it is essential for the mapping
functions to be cycle-consistent. This implies that for every
x in domain X , there is x → G(x) → F (G(x)) ≈ x, which is
referred to as forward cycle-consistency. Similarly, backward
cycle-consistency is defined for domain Y . So, and the cycle-
consistency loss is formed by the combination of these two
aspects:

Lcyc(G,F ) =Ex∼pdata(x)[||F (G(x))− x||1]
+ Ey∼pdata(y)[||G(F (y))− y||1].

(2)

There is another loss term in CycleGAN, which is re-
ferred to as identity loss, designed to enhance the model’s
performance by preserving the essential characteristics of
input data during the image translation process. Specifically,
the identity loss ensures that the generator networks main-
tain consistency between input and output images. This is
achieved by penalizing deviations from the original data,
measuring the L1 norm between the generated images and
their corresponding inputs:

Lidentity(G,F ) =Ey∼pdata(y)[||G(y)− y||1]
+ Ex∼pdata(x)[||F (x)− x||1].

(3)

The full loss function of CycleGAN is formulated as:

L(G,F,DX , DY ) = LGAN(G,DY , X, Y )

+ LGAN(F,DX , Y,X)

+ λcycLcyc(G,F )

+ λidtLidentity(G,F ).

(4)

Where λcyc and λidt control the importance of Lcyc(G,F ) and
Lidentity(G,F ) terms respectively. So, the final goal translates
to solve:

G∗, F ∗ = argmin
G,F

max
DX ,DY

L(G,F,DX , DY ). (5)

In our proposed method, we employ CycleGAN to trans-
late synthetic images into the real domain. The CycleGAN
model is trained using a synthetic dataset, which is generated



with Unreal Engine following the methodology outlined
in the previous section and a combination of NYU-Depth
V2, House Rooms Image [31], House Rooms [32], and
Position Image [33] datasets as the real-world dataset. From
these real datasets, we selectively used images containing
objects or scenes that closely resemble the simulated data.
The dataset created by CycleGAN, through its translation
of images from synthetic to real domain, is subsequently
used to train our depth estimation model. Figure 2 illus-
trates examples of synthetic images generated using Unreal
Engine alongside their translated counterparts produced by
CycleGAN.

C. Depth Estimation

We implemented the DenseDepth [12] model for depth
estimation, which utilizes a sophisticated encoder-decoder
architecture connected through skip connections. The en-
coder is based on DenseNet-169 pre-trained on ImageNet.
It encodes the input RGB image into a feature vector. The
decoder contains upsampling blocks consisting of 2× bilinear
upsampling followed by two 3×3 convolutional layers. The
convolutional layer of the decoder is skip-connected with
the encoder’s pooling layer which has the same spatial
dimension. Our training method employs a dataset consisting
of indoor scene images and their corresponding ground truth
grayscale depth map.

During the training process, the model is updated based
on pixel-wise loss that integrates three components: depth
loss, gradient loss, and structural similarity loss.

L(y, ŷ) = λdepthLdepth(y, ŷ) + Lgrad(y, ŷ) + LSSIM(y, ŷ)
(6)

The first loss term Ldepth employs a point-wise L1 loss
to minimize the absolute difference between predicted and
actual depth values.

Ldepth(y, ŷ) =
1

n

n∑
p

|yp − ŷp| (7)

The second loss term Lgrad focuses on the depth image
gradients g to preserve edge information.

Lgrad(y, ŷ) =
1

n

n∑
p

|gx(yp, ŷp)|+ |gy(yp, ŷp)| (8)

Lastly, The LSSIM uses structural similarity term that are
commonly used metric for image reconstruction to enhance
similarity between the predicted and ground truth depth
maps.

LSSIM(y, ŷ) =
1− SSIM(y, ŷ)

2
(9)

The sum of these loss functions enables the model to
achieve high depth accuracy and the preservation of struc-
tural details.

Fig. 3. We employ Unreal Engine as a synthetic data generator and
DenseDepth as a depth prediction model. The generated synthetic data are
translated into images similar to real-world scenes through CycleGAN. The
depth prediction model is trained with the translated data.

D. System Integration

After the CycleGAN training and the preparation of the
training data were completed, we integrated the Synthetic
Data Generation and Depth Estimation modules shown in
Figure 3 by matching up the CycleGAN-transformed images
with their original ground-truth depth maps, and using the
result as a training dataset for the depth estimation model.
This process aligns the dimensions of the synthetic dataset
that are generated by CycleGAN with the input training
images for the depth estimation model. Furthermore, to
achieve training dataset diversity to improve performance of
depth estimation model, we randomly selected a varied set
of images from the dataset. This selection aims to provide
a assessment of the depth estimation model’s performance
across a wide range of scenarios.

IV. EXPERIMENTAL RESULTS

A. Dataset Composition and Pre-Processing

To determine the impact of different types of training data
on the depth prediction accuracy of the depth estimation
algorithm, we created three datasets of different image com-
positions. The first dataset, NYU-10k, was comprised of 10k
pairs of RGB and grayscale images from the NYU-Depth
V2 dataset, and was used as a comparison benchmark for
the other datasets. The second dataset, UE-10k, consisted of
10k Unreal Engine simulated images from seven different
environments. The third dataset, GAN-10k, consisted of the
10k simulated images from the UE-10k dataset, that had
been translated to the real domain using CycleGAN. In order
to further explore the impact of different types of training
data, we also trained models first on the two synthetic
datasets (UE-10k and GAN-10k), and then fine-tuned them
by training on the NYU-10k dataset. We include the results
of all five dataset combinations in our results.



B. Evaluation Data Collection Using Robot

To ensure the accuracy of our depth estimation model,
we employed a Clearpath Husky robot outfitted with a
ZED 2 camera and a Velodyne VLP-32 LiDAR unit, as
shown in Fig. 5, to collect precise ground truth data within
various environments. The robot operates on an NVIDIA
Jetson Orin NX, utilizing the Robot Operating System (ROS)
for navigation and data management. This platform allows
the robot to autonomously navigate while capturing and
recording sensor data, leveraging the ROS navigation pack-
age alongside SLAM algorithms to map and traverse the
environment efficiently.

The Husky robot’s data acquisition system is designed
to capture comprehensive environmental data. The ZED 2
camera provides high-resolution RGB images, while the
VLP-32 LiDAR captures 3D point clouds of the environment
with high accuracy. Data from these sensors are recorded
into a ROS bag file format. A script is employed to convert
the ROS bag data into RGB images and binary point cloud
data into KITTI format [21] enabling detailed environmental
analysis and model testing.

To align the LiDAR data with the RGB images captured by
the ZED 2 camera, a python script that utilizes the intrinsic
and extrinsic parameters of the camera, the transformation
matrix between the LiDAR and the camera was developed.
This script projects the LiDAR points onto the camera’s im-
age plane. The projection is achieved through the following
matrix equation:

uv
d

 =

fx 0 cx
0 fy cy
0 0 1

r11 r12 r13 tx
r21 r22 r23 ty
r31 r32 r33 tz



X
Y
Z
1

 (10)

where fx and fy are the focal lengths of the camera’s lens
in the x and y directions, cx and cy are the optical center
coordinates of the camera, and the rotation matrix rij and
translation vector tx, ty, tz define the transformation from the
LiDAR frame to the camera frame.

C. Implementation

The MDE model was trained on AMD Ryzen Threadripper
3960X 24-Core Processor and NVIDIA GeForce RTX 3090,
using a batch size of 16 and a learning rate of 0.0001

Fig. 4. Examples of LiDAR and image data collected by the Husky robot.
While the density of the collected LiDAR points is not enough to fully
match a predicted depth image from the network, it is enough to effectively
gauge the overall accuracy of depth predictions for a given image.

Fig. 5. ClearPath Husky robot with ZED 2 camera and Velodyne VLP-32
LiDAR unit.

with the ADAM optimizer. The model was trained using
early-stopping with the patience set to 20 epochs. Because
the early-stopping callback automatically stopped training
after the validation accuracy stopped improving, each dataset
was trained for a different number of total epochs. The
model trained on NYU-10k trained for 154 epochs, the
model trained on UE-10k trained for 270 epochs, and the
model trained on GAN-10k trained for 181 epochs. For the
combined models, the model originally trained on the UE-
10k dataset was then fine tuned on the NYU-10k dataset for
an additional 148 epochs, and the model originally trained
on the GAN-10k dataset was fine tuned on the NYU-10k
dataset for an addition 89 epochs.

For the domain transfer component of our proposed
method, we implemented the CycleGAN framework as per
the original specifications outlined in [16], [34]. The Cy-
cleGAN was trained with the same CPU and GPU that are
used training MDE model. It was trained for 200 epochs with
learning rate of 0.0001.

D. Evaluation of Depth Prediction

To assess the accuracy and generalizability of depth mod-
els trained on datasets of varying composition, we conducted
tests across different environments using newly collected
LiDAR and image data gathered by a Husky robot. This
evaluation aims to understand the impact of incorporating
simulation data into the training set on the model’s applica-
bility in real-world scenarios.

Before conducting analysis with the collected LiDAR and
image data, the images were first manually filtered to remove
results that would negatively impact the evaluation. Because
the robot vibrated significantly when turning quickly, the
results that were removed were mainly blurry images that
did not match LiDAR readings. Additionally, during testing
we discovered that the mesh-backed office chairs that were
present in some of the data were prone to bad LiDAR
readings, resulting in inaccurate error metrics, so images
where the office chair mesh took up a large portion of the



Fig. 6. Qualitative comparison between predicted depth maps: The composition of training dataset are labeled on the top. ’NYU10k’ is based on the
NYU Depth Dataset V2; ’UE10k’ on Unreal Engine simulations; ’UE10k+NYU10k’ on a mix of both; ’GAN10k’ on CycleGAN-transformed images;
’GAN10k+NYU10k’ on a blend of CycleGAN images and NYU dataset.

TABLE I
Relative error for models using different training datasets when applied to Husky LiDAR data (first column). In the cases of the UE-10k+NYU-10k and

the GAN-10k+NYU-10k datasets, the ”+” indicates that model was initially trained on the first dataset and then fine tuned on the second dataset.

LiDAR Dataset NYU-10k UE-10k UE-10k + NYU-10k GAN-10k GAN-10k + NYU-10k
Conference Room 71.18% 73.47% 81.55 70.39% 70.42%

Lab Room 51.81% 59.63% 59.81% 60.72% 57.43%

Office 87.48% 87.12% 107.44% 86.65% 95.59%

Lounge-Seating 110.78% 96.96% 143.22% 83.92% 122.01%

Lounge-Kitchen 89.69% 59.80% 86.63% 52.28% 99.82%

image were also discarded. After removing these images, the
final sizes of the Husky LiDAR test datasets were as follows:
Conference Room - 124 images, Lab Room - 195 images,
Office - 80 images, Lounge-Seating - 245 images, Lounge-
Kitchen - 479 images.

In order to see how the different training datasets affected
the applicability of the model, we compared the predicted
depth map of newly collected Husky RGB images and
corresponding LiDAR cloud points. The LiDAR distance
data was preprocessed to truncate depth values exceeding 10
meters and rescaled to an 8-bit depth value ranging from 0 to
255. The LiDAR points are projected on the predicted depth
images. Since the resolution of the LiDAR is much less than
the predicted depth images, we first select each LIDAR point
and then find the corresponding grayscale depth value from
the predicted depth image. The relative distance error is then
calculated with the two values. This error was calculated for
all LiDAR points, and the mean relative distance error was
used as a metric to evaluate model performance.

The average relative distance error is defined as follows:

(rel) :
1

n

n∑
p

∣∣∣∣yp − ŷp
yp

∣∣∣∣ (11)

where yp is pixel in depth image and ŷp is a pixel in the
predicted depth images. n is the total number of pixels in
the input image.

E. Test Results

Table I shows the relative error results for the model
trained on each of the five datasets when tested on the
different Husky LiDAR data sets. For the Conference Room
LiDAR dataset, the model trained on the GAN-10k dataset
had the best results, with the model that was pre-trained on
the GAN-10k dataset and then fine-tuned on the NYU-10k
dataset reaching a similar relative error. The two datasets
using the original Unreal Engine data also performed well,
with the model trained purely on the NYU-10k dataset
having the worst results. For the Lab Room LiDAR dataset,
the model trained on the NYU-10k dataset had the best



results, with the other four models achieving markedly worse
results. For the Office LiDAR dataset, the GAN-10k dataset
again had the best results, with the NYU-10k and UE-10k
datasets also achieving competitive values. In this case, the
two combined datasets performed the worst. For both the
Lounge-Seating and Lounge-Kitchen LiDAR datasets the
model trained on the GAN-10k dataset again performed the
best, with the model trained on the UE-10k dataset achieving
the next best performance.

The value of the GAN based domain transfer is clearly
demonstrated by comparing the results of training by the
GAN domain transferred data of UE-10k versus the training
with the UE-10k data without the domain transfer. In four
out of five tests using the LiDAR test data, GAN transformed
data resulted improved results.

Because the NYU dataset was originally collected using
a Kinect camera, its depth information is limited to ap-
proximately 3-5 meters. The Lab environment was a more
constrained space than the other environments, which would
result in closer range values, and may explain why the
models trained using the NYU-10k dataset performed well
in that environment but not in the others.

Figure 6 shows the qualitative results for the models
trained on the five different dataset combinations. It is
generally the case that estimating distances to closer objects
resulted lower errors. While all the datasets produced ef-
fective models, the model trained on the GAN-10k dataset
produced more accurate details, especially in the mid-ground
of images.

F. Limitations

While we showed that GAN-transformed data can serve
as a suitable alternative to real-world data, there are several
improvements that could be made to both the data creation
process and to the validation experiments. One factor that
may have negatively impacted the results of the CycleGAN
model was the inclusion of translated images with artifacts
in the dataset. Because CycleGAN transformation is not a
perfect process, the results can sometimes contain artifacts
that do not correspond to the original input image. Figure 7
shows examples of artifacts that can occur in GAN-translated
images. This was the case for some of the data used in
the GAN-10k dataset, which likely impacted the results.
While we chose to include those images in this work in
order to preserve dataset size and diversity, future work
could benefit by defining criteria to filter out images with
translation artifacts.

Additionally, the synthetic environments used to generate
the simulated data were mainly limited to indoor home
environments, which could have constrained the results.
Including more environments with a wider range of object
details and lighting conditions could have a positive impact
on the resulting models, and make them more robust to
varying conditions.

The amount of available validation data was constrained
by two factors; the available collection environments and the

Fig. 7. Examples of artifacts present in some CycleGAN-transformed
images. While the overall image structure remains intact, some parts of the
image, especially blank surfaces, can contain hallucinated textures or colors.

need for an accurate transformation between the LiDAR sen-
sor and camera. Specifically, depending on the floor surface
of the room where data was collected, the Husky robot would
shake drastically when turning, making the resulting LiDAR
transformation unreliable and the data unusable. This could
be overcome by securing more data collection locations with
smoother floors, or by switching to a robot with a different
drive system.

V. CONCLUSION

In this work we proposed a method for improving simu-
lated data for use with monocular depth estimation models
through the use of CycleGAN domain transfer. By gener-
ating images with depth information in a 3D simulation
environment and utilizing CycleGAN domain transfer to
increase their realism, we showed that synthetic datasets
can achieve accuracy that is competitive with models trained
using real data. Through the use of real-world experiments
using a Husky robot and collected LiDAR data, we verified
the performance of models trained with different dataset
composition, and showed that the model trained on the GAN-
10k dataset performed the best on four of the five LiDAR
evaluation datasets.

Synthetic data offers many advantages over real data, such
as lower collection costs, higher resolution depth informa-
tion, unlimited range capability, and more, but was often
limited by data realism. By using CycleGAN domain transfer
to help bridge that gap, synthetic data can become a pow-
erful tool for training effective monocular depth estimation
models.
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