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Abstract—Context. Nowadays, 83% of software developers use
Large Language Models (LLMs) to generate code. LL.Ms recently
became essential to increase the productivity of software devel-
opers and decrease the time and cost of software development.
Developers ranging from novices to experts use LLM tools not
only to detect and patch bugs, but also to integrate generated
code into their software. However, as of today there is no objective
assessment of the energy efficiency of the source code generated
by LLM tools. Released in August 2023, Code Llama is one of
the most recent LLM tools.

Goal. In this paper, we present an empirical study that assesses
the energy efficiency of Code Llama with respect to human-
written source code.

Method. We design an experiment involving three human-written
benchmarks implemented in C++, JavaScript, and Python. We
ask Code Llama to generate the code of the benchmarks using
different prompts and temperatures. Therefore, we execute both
implementations and profile their energy efficiency.

Results. Our study shows that the energy efficiency of code
generated by Code Llama is heavily-dependent on the chosen
programming language and the specific code problem at hand.
Also, human implementations tend to be more energy efficient
overall, with generated JavaScript code outperforming its human
counterpart. Moreover, explicitly asking Code Llama to gener-
ate energy-efficient code results in an equal or worse energy
efficiency, as well as using different temperatures seems not to
affect the energy efficiency of generated code.

Conclusions. According to our results, code generated using Code
Llama does not guarantee energy efficiency, even when prompted
to do so. Therefore, software developers should evaluate the
energy efficiency of generated code before integrating it into the
software system under development.

I. INTRODUCTION

The usage of Al tools in the development process has
increased rapidly over the last few years. The annual developer
survey of 2023 conducted by Stack Overflow [1] found that,
amongst 90,000 developers and technologists, 44% are already
using these Al tools. Moreover, the majority (77%) is said to
favour the usage of these tools in their workflow.

There is a wide range of Al tools on the market today
and the purpose of these tools varies from writing or debug-

ging code to deploying and monitoring products.
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[Program Repair (APR)| techniques are, for instance, widely
adopted to detect and provide patches for bugs [2]. The
majority of developers using Al tools (i.e., 83%) indicate
to use these tools to generate code [lll. Large Language
Models (LLMs) are a specific category of generative Al tool
that can assist developers write code. GitHub Copiloﬂ is an
LLM)| model that generates code snippets based on the context
provided by the user (e.g., surrounding code and comments).
Similarly, OpenAI’s ChatGPTE] is able to translate natural
language to code. On August 24, 2023, Meta Al released its
own [LLM] model: Code Llama. Code Llama is a variant of
Llama ZEI, a general-purposem model, obtained by training
Llama 2 with code-specific datasets.

The training phase of and Code [LLaMA| already
produced about 1,015 tons of carbon emission (tCO2eq) [3]
and 63.5 tCO2eq [4]], respectively. The developers of
hope that releasing the models will reduce greenhouse gas
emissions in the future because, due to their small size, they
can run on less powerful hardware (e.g., a single GPU), and,
at the same time, there is no need to retrain them [3]].
Nevertheless, the solutions generated by the models
may be energy-greedy and compromise the overall software
quality, if integrated [5]. While research has been conducted
to evaluate the security of source code generated by
models [6], [7]], there is an existing research gap when it comes
to the energy efficiency of generated code.

Overall software energy consumption has significantly in-
creased over the last decades [8]. In 2023, software is respon-
sible for 4-5% of the greenhouse gas emissions worldwideﬂ
Code design and writing influence software energy efficiency.
Developers should, for instance, carefully consider which APIs
to utilize in order to improve the energy efficiency of the whole
hardware/software system. [9].

Uhttps://github.com/features/copilot/

Zhttps://chat.openai.com

3https://www.llama2.ai/

4https://stateof.greensoftware.foundation/insights/software-emissions-
are-equivalent-to-air-rail-shipping-combined/
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The goal of this paper is to assess the energy efficiency of
the source code generated using Code Llama. To this purpose,
we design and execute an empirical study that compares the
energy efficiency of generated code against human-written
source code. We select three programming problems imple-
mented in three programming languages: C++, JavaScript, and
Python. Therefore, we ask Code Llama to generate a solution
(i.e., the source code) to the three problems in each language.

Both the human-written and generated solutions are exe-
cuted on an Following the first comparison, we
explicitly ask Code Llama to generate an energy-optimized
version of the same problems and compare them to their
corresponding human-written version.

To the best of our knowledge, this work represents the first
empirical evaluation of the energy efficiency of code generated
by Code Llama. The results of our study show that the energy
efficiency of code generated by Code Llama is heavily depen-
dent on the chosen programming language and the specific
code problem at hand. Also, human implementations tend to be
more energy efficient overall, with generated JavaScript code
outperforming its human counterpart. Moreover, explicitly
asking Code Llama to generate energy-efficient code results in
an equal or worse energy efficiency, as well as using different
temperatures seems not to affect the energy efficiency of the
generated code.

In summary, the main contributions of this paper are:

« an empirical assessment of the energy efficiency of source
code generated by Code Llama against human-written
source code;

e an in-depth discussion of the implications of obtained
results;

« the replication package of the study including the prompts
used to generate the code, the implementations of the
programming problems, and the scripts for orchestrating
the experiments, as well as raw data, and data analysis
scripts [10]].

Our study offers valuable insights for developers looking
to leverage the rapidly advancing generative in their
software projects, by assessing whether Code is
able to produce energy-efficient solutions readily-available to
developers.

II. EXPERIMENT DEFINITION

The goal of this study is defined using the Goal-Question-
Metric (GQM) framework [11]. Table 1 summarises the aim
of this paper, which investigates the energy efficiency of
programs generated by Meta’s Code Llama from the point of
view of software developers in the context of Large Language
Models.

TABLE I: Goal description using the GQM framework

Analyze
for the purpose of
with respect to their
from the point of view of
in the context of

Code generated by Code Llama
Evaluation
Energy Efficiency
Software Developers
Large Language Models

This goal is achieved by answering three research questions:
RQI: How does the energy efficiency of the generated code
compare against human implementations? Developers now
have easy access to code-generating LLMs such as CoPilot,
ChatGPT, and Code Llama, which might be used as a produc-
tivity supplement. However, there is no guarantee that the code
generated from these models is energy efficient. This question
aims to learn the energy efficiency of Code Llama-generated
code across several languages and algorithms without asking
the LLM to optimize for energy use. To develop a baseline to
compare against, this paper utilises code challenges from pop-
ular websites for such problems: LeetCodeE] and HackerRankﬂ
These algorithms have the benefit of being representative of
simple issues that developers may try to solve with AL

RQ2: Can Code Llama improve the energy efficiency of code
with prompting? As shown in literature [12], [6], other LLMs
have proven able to resolve security vulnerabilities, repair
bugs, and improve their code style if prompted to do so.
Similarly, this question investigates whether Code Llama can
refactor programs to improve their energy efficiency when
prompted. To this purpose, a comparison is performed between
the energy efficiency of code that was generated with no
specific focus on energy efficiency to that of programs created
where an energy-efficient solution was specifically requested.
RQ3: How does energy efficiency differ between different
solutions generated from the same prompt? In the paper
[4], the temperature parameter is included to introduce a
level of randomness into each response generated by Code
Llama when presented with the same prompt. This parameter
regulates the ability of the model to generate creative and
novel outputs (i.e., the randomness) [13]]. Building upon this
idea, this research question considers the difference in energy
efficiency within code variations generated from the same
initial prompt by Code Llama. By doing so, this study aims to
investigate the extent to which inherent randomness of Code
Llama influences the energy efficiency of the code it generates.

III. EXPERIMENT PLANNING
A. Subjects Selection

To evaluate the energy efficiency of code generated by
Code Llama, we selected three programming problems and
compared the solutions to the problems generated by Code
Llama against the corresponding human implementation. The
human-written implementations of the problems are chosen at
random from those available on the Internet. The problems
were based on three characteristics that can impact software
energy usage: CPU-bound, memory-bound, and I/O-bound.
Problems that are CPU-bound are heavily energy-consuming
as they require the CPU to work harder over a longer period of
time [14]. One example of such a problem is
which determines the pairs with the smallest absolute
difference. The solution considered for involves iterating
over a list of numbers and, in every step, calculating the

Shttps://leetcode.com/problemset/all/
Shttps://www.hackerrank.com/domains/algorithms
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TABLE II: Programming problems used as subjects in this

study
ID | Name Description Characteristic
Closest Determining the smallest | CPU-bound
Numbers absolute difference given
a list of numbers.
Given an input array and | CPU-bound
a given integer k, find
two elements x and y that
make (z + y) ==
Replacing a single string | Memory &
[ment] within a specified file. 1/0O-bound

absolute difference of a different pair in the list. This task
is time-consuming, especially if the initial list is unsorted.
We picked one of the implementations of CN provided by
HackerRanK’| The second problem considered is
[(TS)] which requires the program to find the two elements in
a given array of size n that make the sum (z + y) == k
for a given number k. is CPU-bound and it complexity
depends on the implementation. The human implementation
of TS is taken from LeetCodﬂ As third problem, we selected
a typical memory- and I/O-bound problem referred, in this
paper, as [String Replacement (SR)] SR executes three steps:
(i) reading the content of a file, (ii) searching for a given
string, and (iii) replacing it with a new one. The computational
complexity of SR depends on the size of the input file. As for
the other problems, we found the human implementation of
SR, in Python and JavaScript, on gray literatureﬁﬂ Whereas,
the C++ version was implemented by master’s degree students
in computer science.

B. Experimental Variables

Energy efficiency is the only dependent variable of our study
and is necessary to answer all three research questions. Energy
efficiency is measured as energy consumption in millijoules
(mJ) per execution of a specific problem implementation. In
this study, we vary the characteristics of each implementation
of a problem, which represent our independent variables. The
code of each programming problem can be generated by Code
Llama or human-written. The source code plays a signifi-
cant role in determining scenarios where either Code Llama-
generated or human-written code performs better in terms
of energy efficiency. Further, we analyze the same problem
written in three programming languages: C++, JavaScript,
and Python. These languages are chosen according to the
results of Pereira et al. [15] and exhibit different energy
efficiency: high, medium, and low, respectively. Moreover,
these languages are among the most popular oneﬂ In this
way, we can observe if the characteristics and the popularity
of a programming language have an impact on the generated
code, as well as if Code Llama can optimize energy efficiency

"https://www.hackerrank.com/challenges/closest-numbers/problem
8https://leetcode.com/problems/two- sum/solutions/4082514/98-21-
hashmap-time-complexity- 1-line-code/
“https://www.geeksforgeeks.org/how-to-search-and-replace- text-in-a-
file-in-python/
1Yhttps://attacomsian.com/blog/nodejs-replace- string-in-file
T According to the TIOBE index of October 2023

better in specific programming languages. For RQ2 and RQ3,
we analyze factors related to the code generation process.
These factors include the prompt provided to Code Llama and
the temperature used. As mentioned in Section the tem-
perature parameter regulates the randomness of the generated
solution. We evaluate three different temperature values: 0.6,
0.8, and 1.0, representing low to high randomness. Varying the
temperature can reveal if the energy efficiency of the generated
solution can be deterministic or accidental.

C. Experimental Hypotheses

1) RQI: The code generated by Code Llama is com-
pared to the equivalent human implementation based on the
average energy consumption p. To represent the space of
combinations considered, opt (¢ P x B) refers to the Carte-
sian product of the sets of programming languages (P =
{C++, JavaScript, Python}) and programming problems
(B = ), while src represents the code source:
Code Llama-generated or human-written. Hence, H src,opt
establishes the effect of the source of the code on the energy
efficiency of a specific programming problem implemented in
a particular language. As a result, the null hypothesis tests
whether the average energy consumption of generated code
and human-written code across different characteristics of a
problem implementation is equal:

src,opt opt __,opt
HO * Pellama ‘Ltehunzan (1)

The alternative hypothesis analyses whether the mean en-
ergy consumption is higher for Code Llama-generated code
than its human implementation.

H;rc,opt . Mgﬁima > Mopt (2)

€human

2) RQ2: As a specific prompt given to a has proven
to affect the generated code [12], [6], the experiment analyses
whether requesting an energy efficient solution affects the

solution provided by In order to do so, the

following null hypothesis is used:

prt,opt . opt __ ,,opt
HO CHeimitiar — ueimproved (3)

Where prt represents the specific prompt utilised to generate
the code from Here, two options are considered:
the initial prompt versus the improved version generated
with a prompt that explicitly requests for an energy efficient
implementation. To inspect whether the improved version in-
deed improves the energy efficiency, the alternative hypothesis
states that the mean measured energy consumption is lower for
the code generated by the improved prompt.

prt,opt . , opt opt
Ha ) : Memuml > p (4)

€improved

3) RQO3: The temperature parameter may lead Code Llama
in generating different solutions for a given problem fixing
programming language and prompt. Therefore, we analyse
whether this parameter can help optimizing the energy ef-
ficiency of generated code. The null hypothesis states that
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the temperature has no significant impact on energy effi-
ciency. In particular, Equation [5] expresses that the mean
measured energy consumption for the generated programs
is equal for a combination of programming languages (P)
and programming problems (B), regardless of the temperature
(tmp = {0.6, 0.8, 1.0}).

opt opt

. — opt
. Metmpl - Nef,mpz

o= Mg,

H(t)mp,opt (5)

Instead, the alternative hypothesis tests if there is at least one
temperature vlaue that causes a significant fluctuation in the
measured mean such that 3(¢, j) € {0.6, 0.8, 1.0}| uort #

€tmp;
opt
/Letmp]. °

tmp,opt . , opt
Ha . Met'mpl

t t
F Hepmpy 7 o 7 Heppy, (6)

D. Experiment Design

This study is designed as multiple factor, multiple treatment
(MF-MT) since it involves four different factors and multiple
treatments for each factor. We analyze the energy efficiency of
the generated code by Code Llama varying the characteristics
of the programming problems, i.e., problem type and program-
ming language, as well as parameters related to the generation
process, i.e., temperature and prompt. These aspects are the
factors of our experiment. As described in Section [II-A] we
created a benchmark including the human implementation of
three programming problems: [Closest Numbers (CN)} [Two|
[Sum (TS)| and [String Replacement (SR), which are different.
Indeed, CN and TS rely on the CPU for most of their
computation, while SR on memory and disk. The chosen
algorithm influences the resulting energy consumption, making
it a factor in this study. Moreover, as mentioned in Section
[11-B| we analyze the impact of the programming language on
the energy efficiency of the code generated by Code Llama.
This factor has three treatments: C++, JavaScript, and Python.
The temperature parameter present in controls
the level of randomness of the code that is generated. For this
factor, the treatments are 0.6, 0.8, and 1.0 corresponding to low
to high randomness. Finally, we change the prompt supplied
to to see whether the model is able to improve the
energy efficiency of the resulting code. In particular, we use
a prompt to generate the code for each problem (i.e., TS, CN,
and SR) and another one to get the energy-optimized version.
For example, assuming we want to generate a program that
prints the string "Hello World!" in Python and its energy-
optimized version. Therefore, we will supply Code Llama with
the prompt: "Write a program that prints 'Hello World!’ in
Python" and its energy-optimized version: "Write an energy-
efficient program that prints 'Hello World!’ in Python". The
experiment follows a full-coverage factorial design to ensure
that we cover every combination of each factor. The total
number of trials in our experiment is as follows:

Number of trials = 3 programming languages X

X 3 temperatures X 2 prompts X 3 algorithms = 54

Raspberry Pi

1.2: Power Input for RPi :I

1.1: HTTP

Requests Monsoon

1.3: USB Data Cable —I

Orchestrator PC

Fig. 1: Experimental Setting

IV. EXPERIMENT EXECUTION

A. Experimental Setting

We execute all the implementations of the programming
problems on a whereas we generate the code
and, therefore, deploy Code Llama on a personal computer
(PC) (i.e., the orchestrator). The energy consumption of the

Raspberry Pi| is monitored using a Monsoon Power Monitor

[16]. The Monsoon Power Monitor is a physical power meter
that measures the energy requested by the at
a given frequency. The three devices are connected through
USB 2.0 cables. Figure [T shows the experimental setting used
in this study. We decided to use a PC for code generation

since it greatly outperforms the speeding up
the process. Instead, we use a for the energy

measures due to its simpler architecture, which allows for a
more controllable testbed. For example, due to the absence
of a GPU on the [Raspberry Pif we did not consider any
GPU-related optimizations for this experiment (this is left
for future work). The orchestrator includes a Ryzen 5 7600X
processor, 32 GB of DDR5 RAM running at 5600 MHz, and
an RTX 3060 12GB GPU. The code is generated using the
CodeLlama-7b-instruct model [17]], running on Ubuntu 22.04
WSL. We select the CodeLlama-7b-instruct model because of
its compatibility with our hardware. Indeed, more powerful
LLMs models require more computation resources, such as
multiple GPUs [18]]. The orchestrator machine runs Experi-
ment Runner [19], which is a framework that facilitates setting
up an experiment including pre-experiment actions, number
of trials, and start/stop conditions for energy measures. The
orchestrator issues commands to the via HTTP
on a local network and gathers energy measures collected by
the Monsoon Power Monitor via USB. The Monsoon Power

Monitor connects to the [Raspberry Pi| via banana clips attached
to ground and +5V pins of the Before the
execution of the experiment, we install on the all

the tools and libraries required to run all the implementations
of each programming problem. We use the following versions
for each considered programming language:

o C++:20
« Python: 3.9.2
« JavaScript: 18.18.2 LTS

To avoid compatibility issues with the operating system and

installed libraries on the we compile the C++
code directly on the before execution.



TABLE III: Prompts supplied to Code Llama to generate the
code for Closest Numbers (CN), Two Sum (TS), and String
Replacement (SR).

1D Prompt

Read a list of integers "arr" from standard input. Find the
smallest absolute difference between any two elements of
"arr". Return a list of tuples, only the pairs of elements of
"arr" that have a difference equal to the smallest difference.

Take as arguments an array of integers arr and an integer

k. Find two elements of arr, x and y, so that (x + y) ==
k. Print the indices of x and y in arr.

Write a program that takes 3 arguments: a file, a first
string and a second string. The program should replace all
occurrences of the first string in the file with the second
string. Consider that the files can be too large to fit in
memory. Output the resulting text to a new file called
out.txt.

As described in Section [lI-D] we generate a total of 54
programs using the src/instruction-runner.py script available
in the replication package [10]. The benchmark is generated
using Code Llama in separate runs, which are based on
the experimental factors. Consequently, the problem type,
the programming language, the temperature value, and the
prompt. The prompts used to generate the solutions for the
programming problems are listed in

B. Data Collection

As mentioned in Section [[V-Al we orchestrate the ex-
periment using the Experiment Running framework, which
configures the Monsoon Power Monitor, starts/stops record-
ings, executes the source code under analysis, and stores
energy measures in a CSV file. These steps are repeated for
all combinations of languages, algorithms, temperatures, and
executions resulting in 3 -3 -3 - 30 = 810 CSV files for Code
Llama-generated code, and 3 - 3 - 30 = 270 CSVs for the
human code. Therefore, these files are parsed and averaged
to obtain the mean energy efficiency for the combinations of
the aforementioned factors. The data collection process took
a total of 36 hours. To answer RQ2, we investigate whether
Code Llama can enhance the energy efficiency of its responses
when specifically prompted to produce energy-efficient source
code. Thus, we append to the prompts listed in Table [[]] the
sentence: "Make the code as energy-efficient as possible" to
explicitly request Code Llama to generate an energy-efficient
version of the source code. After restructuring the prompts, we
re-run the experiment. This resulted in 810 additional runs.
After collecting the new energy measures, we statistically
compare them with the results obtained from executing the
code generated using the first version of the prompts.

V. RESULTS

This section presents the descriptive statistics and the results
of the hypotheses testing (Section for each research
question. Table provides an overview of the energy con-
sumption measured for each problem (i.e., [CN| and [SR)
across prompts, programming languages, and temperatures.
includes the energy consumption measured for the
respective human implementations. As each code is executed

30 times, a sample of 30 measurements is generated for each
program. To test the normality of the data, we applied the
Shapiro-Wilk normality test with a significance level of 0.05.
The test results show that the data is non-normal.

A. RQI: How does the energy efficiency of the generated code
compare against human implementations?

Figure [2] compares energy consumption between generated
and human code across different programming languages. As
the energy consumption dataset presents a wide range of val-
ues, the y-axis in Figure [2]is logarithmically scaled. To answer
RQI, we analyze the measurements obtained from executing
the implementations generated using the prompts in Table [III]
while varying temperatures. Implementations generated using
energy-optimized prompts are excluded for this analysis. In
our experiment, Code Llama produced more energy efficient
JavaScript code. Indeed, the generated JavaScript code con-
sumed less energy than its human counterpart for CN, TS, and
SR. The C++ and Python human implementations for CN and
TS are more energy efficient than the generated ones. There
is no significant difference in energy consumption between
different SR implementations. As opposed to CN and TS,
the generated code outperformed the human code for C++
and JavaScript. On the contrary, the human implementation in
Python proved to be more energy efficient. Overall, the results
of RQ1 indicate that the code generated by Code Llama tends
to consume more energy with respect to the corresponding
human implementation. However, the JavaScript implementa-
tions of the three problems generated by Code Llama turned
out to be more energy-efficient.

1) Hypothesis Testing: The Mann-Whitney non-parametric
test is applied to compare two independent samples, which, in
this case, are the energy consumption data from the human-
written code and Code Llama-generated code. The p-values
in suggest that, for the problems and programming
languages considered in this study, we can reject the null
hypothesis. Thus, there is one group (i.e., human-written or
generated code) that has higher energy consumption values.

Since we can reject the null hypothesis, we compute the
effect size estimation with Cliff’s delta [20]. The Cliff’s delta
estimates are all close to 1 or -1. Therefore, there is a large
effect size between generated code and human-written code.

B. RQ2: Can Code Llama improve the energy efficiency of
code with prompting?

To answer RQ2, we compared the energy consumption of
the implementations generated with the initial prompt to those
resulting from asking Code Llama an energy-efficient version
of a problem implementation. The prompts are shown in Table
M As described in Section [V-B] we added the sentence:
"Make the code as energy-efficient as possible" to ask Code
Llama an energy-efficient version of the problems. Table
shows that the prompt has little impact on the implementation
of CN. The maximum difference is obtained for Python (i.e.,
3.381 mlJ). Figure E] shows more detailed results. Indeed, it
shows that in most of the cases the energy-optimized generated



TABLE IV: Descriptive statistics of the energy consumption (mJ) of Code generated code.

|Closest Numbers|
Prompt Basic Efficient
Language C++ JavaScript Python C++ JavaScript Python
Temperature 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0
Mean 6.0 5.9 5.9 1.3 1.3 1.4 | 2297 2321 227.9 4.0 6.3 6.3 34 34 34 | 2373 2326 2300
Standard deviation 0.5 0.2 0.2 0.1 0.1 0.5 13.0 13.1 7.9 0.8 0.1 0.1 0.1 0.3 0.2 439 17.0 10.9
Minimum 5.6 5.6 5.6 1.2 1.2 1.2 | 2148 2162 216.7 3.6 6.1 6.1 32 3.1 32 | 2150 2118 2148
Median 5.8 5.8 5.9 13 1.3 1.3 | 2259 2292  227.2 3.8 6.3 6.3 34 33 34 | 2301 2303 2295
Maximum 7.7 6.2 6.3 1.8 1.6 4.1 2702 2877 248.3 6.8 6.8 6.5 3.7 4.8 39 | 461.0 3054 2684
Coefficient of Variation 8.2 2.7 2.9 114 89 380 5.7 5.7 3.5 18.9 2.1 1.5 3.5 8.6 5.0 18.5 7.3 4.8
|Two Sum|
Prompt Basic Efficient
Language C++ JavaScript Python C++ JavaScript Python
Temperature 0.6 0.8 1.0 . 0.8 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0
Mean | 414 356 357 1.2 1.2 1.1 367.5 4016 397.8 0.1 0.2 0.2 1.3 1.3 1.3 [ 4323 4342 4354
Standard deviation 0.6 13.1 13.1 0.6 0.4 0.4 133.8 64.1 63.0 0.0 0.1 0.1 0.1 0.1 0.2 9.3 10.1 34.6
Minimum | 404 0.3 0.13 0.1 0.1 0.1 0.1 2832 283.7 0.1 0.1 0.1 1.1 1.1 1.1 4233 4243 4236
Median 41.4 41.5 41.7 12 1.2 1.2 426.5 427.8 427.0 0.1 0.1 0.1 1.2 12 12 429.0 430.6 427.8
Maximum 43.2 43.6 43.5 35 1.5 1.6 451.1 476.7 472.6 0.3 0.6 0.6 1.7 1.6 1.7 462.2 460.3 615.7
Coefficient of Variation 1.4 36.8 36.7 47.3 31.8 32.0 36.4 16.0 15.8 25.6 58.8 57.1 11. 10.3 12.0 2.1 2.3 7.9
Etring Replacement|
Prompt Basic Efficient
Language C++ JavaScript Python C++ JavaScript Python
Temperature 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0 0.6 0.8 1.0
Mean 8.3 7.7 7.7 12.6 12.7 12.6 14.3 12.0 11.9 7.7 7.7 7.7 12.6 12.6 12.6 20.2 20.1 343
Standard deviation 2.7 0.1 0.2 0.2 0.4 0.3 1.7 0.3 0.2 0.1 0.2 0.1 0.3 0.2 0.4 1.9 1.3 0.5
Minimum 7.5 7.5 75 12.2 12.0 12.0 135 11.6 11.6 7.5 75 7.5 11.9 12.0 12.0 19.6 19.7 33.8
Median 7.7 1.7 7.7 12.6 12.6 12.6 14.0 11.9 11.9 7.7 7.7 7.6 12.6 12.6 12.6 19.9 19.9 342
Maximum 22.0 8.0 8.1 13.0 12.8 13.7 232 13.3 12.4 8.0 8.1 79 13.1 13.0 14.1 30.0 26.8 36.1
Coefficient of Variation 32.1 1.7 2.1 1.4 2.9 2.4 11.9 2.5 1.5 1.2 2.0 1.5 2.1 1.7 3.0 9.2 6.3 1.3
TABLE V: Descriptive statistics of the energy consumption (mJ) for the human implementations.
Algorithm |Closest Numbers| [Two Sum| |String Replacement|
Language C++ JavaScript Python C++ JavaScript Python C++ JavaScript Python
Mean 0.2 1.6 0.4 04 1.5 0.7 8.0 13.8 11.9
Standard deviation 0.11 0.10 0.04 0.04 0.13 0.05 0.22 0.29 0.49
Min 0.13 1.47 0.39 0.38 1.36 0.67 7.83 13.06 11.30
Median 0.15 1.56 0.41 0.42 1.50 0.76 8.00 13.80 11.85
Max 0.60 1.90 0.62 0.52 1.86 0.95 9.07 14.48 13.63
Coefficient of Variation 60.8 6.2 10.4 9.1 8.6 73 2.7 2.1 4.1
. Energy Consumption Human vs. Code LiaMA for CN ) Energy Consumption Human vs. Code LiaMA for TS ) Energy Consumption Human vs. Code LiaMA for SR
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TABLE VI: P-values for the Mann-Whitney test for RQ1.

Language

C++ 1.69e-17  1.69e-17  2.74e-08
JavaScript 1.99e-10  7.50e-09  1.69e-17
Python 1.69e-17  6.64e-09  7.6le-16

code consumes similar amount of energy as the original code.
The results show that Code Llama is successful in generating
energy-optimized code for the C++ implementations of CN
and TS. In the latter, the difference is significant. However,
since this is a single case this result could be accidental.
In the other cases, the energy consumption variation is not
significant. Overall the energy-efficient version of Python and
JavaScript code results in a worse energy consumption.

TABLE VII: Difference in energy consumption between the
initial optimized generated code.

Language | ACN ATS A SR
C++ -0.374  -37.408 -0.2

JavaScript 2.043 0.095 -0.013
Python 3.381 45.019 12.154

1) Hypothesis Testing: The Mann-Whitney non-parametric
test is applied to compare independent samples consisting of
the energy consumption data for the original and the energy-
optimized generated code. The p-values in show
that in some cases, such as for the TS prompt in JavaScript,
there is not enough evidence to reject the null hypothesis. On
the other hand, there are also cases, such as the CN prompt in
JavaScript, where the null hypothesis can be rejected, which
suggests that either the original or the improved version of the
code had higher values for energy consumption. In this case,
we do not compute the effect size estimation because there
are instances where we could not reject the null hypothesis.

TABLE VIII: P-values for the Mann-Whitney test for RQ2.

Language
C++ 5.80e-11  1.69e-17 0.46
JavaScript | 1.69e-17 0.84 0.68
Python 0.38 3.91e-03  3.89-13

C. RQ3: How does energy efficiency differ between different
solutions generated from the same prompt?

Each plot in Figure [4] represents the energy consumption
of each programming problem varying temperatures and pro-
gramming languages. We observe that the temperature does
not have a significant effect on the energy consumption.
Specifically, for CN, we observe that having different tem-
peratures does not change the energy consumption signifi-
cantly. The results for TS show that there is not a significant
difference for JavaScript and Python. However, we observe
that the energy consumption at 0.6 temperature for C++ is
slightly higher compared to the other two temperatures. For
SR, Python performed slightly worse at 0.6 than the other
temperatures, while JavaScript and C++ exhibit similar values.

1) Hypothesis Testing: We applied the Kruskal-Wallis non-
parametric test. It determines whether there are statistically
significant differences between the energy consumption at
different temperature values: 0.6, 0.8, and 1.0. The p-values
in [Table IX]| reveal that only the SR prompt in Python had
enough evidence to reject the null hypothesis, clearly seen on
For all other cases, the p-values prove that there is
not enough evidence to reject the null hypothesis. We do not
compute the effect size estimation because, in most cases, we
could not reject the null hypothesis.

TABLE IX: P-values for the Kruskall-Wallis test for RQ3.

Language |SR|
C++ 0.34  0.62 0.34
JavaScript | 0.51  0.80 0.78
Python 031 0.17 1.27e-13

VI. DISCUSSION

A. Reflections on the obtained results

To provide for a meaningful interpretation of the data, we
analyse the results presented in Section [V| according to our
three pairs of hypotheses. The first research question (RQI)
focuses on the comparison between code generated by Code
Llama, and human implementations. While there appears to
be a significant difference between the energy efficiency of
code generated by Code Llama and the code implementa-
tions provided by humans, neither consistently outperforms
the other. Moreover, we reported similar findings for RQ2:
when comparing the energy consumption difference between
the initial Code Llama implementation and the explicitly
requested energy-efficient solution, Code Llama’s ability to
effectively generate efficient code varies on a case-by-case
basis, depending on the language and algorithm, as well as
the used prompt. We speculate that this could be attributed to
the quality and quantity of code examples for each language
present in the model training data. The model is trained
“predominantly on a near-deduplicated dataset of publicly
available code” [4]], including questions and answers from
forums. Such public code repositories are unlikely to enforce
strict quality requirements on the code being shared, which
we believe is likely to affect the outputs of the model as well.

Code Llama provides the possibility of adjusting the tem-
perature of the models. However, from the results of RQ3, it
appears that this only affects the solutions generated for the [SR]
problem in Python. More specifically, the solution generated
by a temperature of 0.6 deviates from the other two. The lower
temperature means that the model stays closer to the prompt
when generating a solution. Therefore, this result indicates
that the [SR] prompt may be misleading the model. The prompt
explicitly states “consider that the files can be too large to fit
in memory”, which might be too specific, thus resulting in an
inefficient implementation of the problem.

In general, the Python solutions resulted in higher energy
consumption. This is in line with the results from Pereira
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et al. [15], who ranked Python as one of the most energy-
consuming languages. Nevertheless, there is a significant dif-
ference between the energy efficiency of solutions generated
by Code Llama versus the solutions provided by humans.
Therefore, the energy consumption cannot be fully attributed
to the programming language, but also partially to the model.
Meta also provides a version of Code Llama specifically for
Python, which could potentially result in more energy-efficient
solutions. This is an avenue for further research.

Figure [2] shows that the JavaScript code generated by Code
Llama is more efficient for all the problems considered.
This may depend on how Code Llama was trained, which
may be more informed about specific types of languages
and coding style. Indeed, the problems utilised in this study
are either CPU-bound, I/O-bound and memory-bound. These
characteristics can influence the results as the energy efficiency
depends on the coding style, and therefore how the hardware is
used by the software. For example, devices with less efficient
CPUs will be affected more strongly by an inefficient CPU-
bound workload. Similarly, slower memory may increase the
runtime of the program in memory-intensive benchmarks and,
as such, the overall power consumption. Furthermore, the
results in Table [VII| show that explicitly asking Code Llama to
generate energy-efficient code does not bring any optimization
in the generated code. This observation may suggest that Code
Llama is unaware of tactics to improve the energy consumption
of the code it generates. For example, Code Llama could
suggest ways to minimize unnecessary operations, introduce
threads to parallelize independent tasks, and reduce I/O opera-
tions. Code Llama generates code that implements the desired
functionality, but, considering our results, it does not appear
to be able to generate energy-efficient code or optimize the
energy consumption of the code it generates. In some cases,
generated code is even worse than human-written code. Further
experiments are needed to clarify this aspect.

B. Implications for developers and organizations

According to the results of our experiment, it is important
that developers are aware that the source code gener-
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ated by Code [LLaMA| might not be as energy-efficient
as human-generated source code. While the models can
generate correct code, this research shows that the energy
efficiency of the resulting programs is inconsistent across
different languages and tasks. As such, taking the generated
code at face value may provide sub-optimal results. We would
like to stress that we are not suggesting avoiding using
LLMs altogether for development purposes. Nevertheless, we
urge developers to adopt a critical mindset regarding the
efficiency of LLM-generated source code and its potential
runtime impact, encompassing not only energy efficiency but
also other quality attributes such as performance, security, and
reliability. In software projects where energy efficiency is of
prime importance, LLM-generated source code can be used
as a starting point for carrying out a programming task in
an initial prototypical phase of the software product being
realized; such source code can then be optimized via further
iterations, at best after an empirical assessment of its energy
efficiency.

Given the widespread traction that LLMs are gaining as
tools for supporting development activities [1]], we invite
Meta and the organizations maintaining other LLMs (e.g.,
OpenAl and Google) to promote energy efficiency as a
first-class feature to be considered during the training
phases of their LLMs. Producing energy-efficient code is not
longer a desiderata, but it is rather a central quality aspect for
the sustainability (and survival) of current and future software
projects [21]]. As an example, the European Union is actively
working towards promoting and adopting measures towards
achieving climate-neutral datacenters and communication net-
works and services by 2030, with an explicit mention of
including “software-related efforts such as intelligent energy-
saving functions”, in addition to the various improvements at
the hardware and infrastructural levels [22]]. By prioritizing
energy efficiency as a fundamental aspect in their reasoning
processes when recommending source code to developers,
LLMs can significantly contribute to turning this strategic
vision into reality.



VII. THREATS TO VALIDITY

The aim of our study was to investigate the energy efficiency
of Code Llama-generated code. In this section, we present the
threats to validity that our study poses, divided into the four
categories as defined by Cook and Campbell [23]:
[Validity| [External Validity] [Construct Validity] and [Conclusion|

[Validity
A. Internal Validity

When running code, the amount of power used can differ
significantly between different time stamps. That is why
the choice was made to retrieve 5,000 measurements per
second. This way, it would be possible to establish more
accurate results for the energy consumed per run of a given
solution. Nevertheless, these results may still fluctuate per
run. Therefore, this threat to interval validity was mitigated
by utilising the mean measured energy consumption of 30
runs. Additionally, in order to analyse the energy efficiency of
the solutions for the given benchmarks, a Monsoon Power
Monitor was used to measure the power usage of running
the particular code. However, since the notebook might run
additional processes in the background, this could affect the
measurements. Therefore, we chose to run the code on a
to mitigate this threat. Nonetheless, when a lot
of code is run consecutively, this also affects the measured
power usage. More specifically, the temperature accumulated
between the various runs can affect the results. Since a cool-
down period of 1 second between executions was used, this
poses a threat to internal validity. Moreover, the Monsoon
device experiences a limitation with respect to the conversion
speed of the data frames to a CSV file. This results in dropped
frames; i.e., frames are thrown away if the Monsoon is not able
to handle them fast enough. For some of the measurements,
the percentage of dropped frames reached 1% while for others
it was in the range of 0%. However, since the percentages
are so small, we consider them negligible. Finally, picking up
human-written code randomly from the internet can result in
optimized code that is more energy efficient and, therefore,
better results for the human-written code group. Despite this
threat, Code Llama was able to generate more efficient code
in some cases.

B. External Validity

The external validity of the experiment, as proposed and
conducted in this paper, is threatened by various factors.
Firstly, the choice for the three problems used as benchmarks
in this study. While these problems were selected based on
specific characteristics, two of the problems (i.e., and
are CPU-bound, leaving [SR] to represent both memory- and
I/O-bound problems. However, due to the simplicity of the
nature of the problems, the benchmarks are considered repre-
sentative of the types of requests made by (novice) software
developers to Code Llama. Moreover, the choice was made
to employ three distinct programming languages in analysing
the energy efficiency of Code Llama-generated code. The
specific languages (i.e., C++, JavaScript, and Python) were

selected based on their energy-efficiency level and popularity.
While the respective languages represent the high, middle,
and low energy-efficient languages as found by [15], the
popularity factor limits the generalisability of the findings.
There is more data available on these popular languages in
comparison to lesser-known languages such as TypeScrip@
Due to this imbalance of data, the Code Llama models will
be limited in the solutions it could provide for those so-called
“unpopular” languages, making our results non-representative
for this group. Nevertheless, we argue that the popularity is
still a good factor for selecting languages as these popular
languages are widely used by all kinds of software developers.

Since Code Llama provides the possibility to change the
randomness of the generated solutions by adjusting the temper-
ature of the models, the choice was made to also compare the
code generated for three different temperatures: 0.6, 0.8, and
1.0. As described in Section [} we selected these specific tem-
peratures based on initial experiments. Some could consider
the difference between these temperatures negligible; however,
even these small differences affect the results generated by
Code Llama.

C. Construct Validity

All three of the benchmark problems used in the experiment
depend on the provided input. Both [CN] and [TS] require an
input array, while a file and strings are needed for [SR] The
input of these problems is known to affect the performance of
the code solutions. Since this study only considers one input
per problem, this poses a threat to construct validity. For each
of the algorithms, a worst-case scenario input was entered. For
[SRI a large text file repeating generic “lorem ipsum” text was
selected, totalling 268,435,456 characters (the maximum string
length in JavaScript). For a file of 100,000 numbers was
generated, ensuring that the answer is represented by the last
two values, forcing the algorithm to traverse the entire input.
For[C_NL 39,000 numbers were inputted, in order to prevent the
runtime of the less efficient implementations from ballooning
too large.

D. Conclusion Validity

When conducting the experiment, a conscious choice was
made to utilise 30 runs to ensure a sufficient sample size.
Nevertheless, due to the non-normal distribution of some of
the data samples, it was not possible to use the #-fest for RQ1
and RQ2 nor the ANOVA test for RQ3. Therefore, we chose
the Mann-Whitney for the former and the Kruskall-Wallis
test for the latter instead. The results show that the energy
efficiency of Code Llama-generated code is heavily influenced
by the specific programming languages utilised, as well the
specific benchmark problem. While the p-values presented in
all indicate rejection of the null hypothesis of RQ1,
the results for the statistical tests conducted for RQ2 and RQ3
are conflicting. Therefore, the conclusions with respect to these
research questions are more specific to the individual cases

12 According to the Tiobe list of languages.



and thus pose a threat to conclusion validity. However, these
results provide important insights into the influence of the
programming language and prompt on the energy efficiency
of code generated by Code Llama.

VIII. RELATED WORK

Several studies have analysed Al-generated code, investi-
gating security [6], [7]], correctness [12]], code quality [12],
runtime performance [24], among others. To the best of our
knowledge, however, there are no works targeting the energy
consumption of Al-generated code. This section presents an
overview of the related work in this field.

Khoury et al. [6] address the potential for vulnerabilities in
the code generated by ChatGPT, through an experiment that
systematically evaluates the security of programs generated by
the AI chatbot. The experiment involved ChatGPT generating
21 programs in five different programming languages, fol-
lowed by an evaluation of the resulting code. The findings sug-
gest that ChatGPT is able to identify potential vulnerabilities
if prompted, but often provides insecure code. The experiment
presented in this study differs from the work by Khoury et al.
in its objective and scope. Instead of considering the security
of ChatGPT-generated code, this experiment is focused on the
energy efficiency of code produced by the model.

The research conducted by Pearce et al. [7] is closely related
to [6] as the aim of the paper is to assess the security of
code generated by GitHub Copilot. The authors established 89
distinct scenarios by considering the 2021 “Top 25" Common
Weakness Enumeration (CWE) list established by MITRE, the
different context possibilities, and three distinct programming
languages: Python, C, and Verilog. Since GitHub Copilot
can provide any number of code options, all these options
are included, resulting in 1,689 programs. To assess the
vulnerability of the generated code, both CodeQL software
and manual inspection were utilised. The results indicate that
a considerable number of the programs (41%) completed by
Copilot were assessed as vulnerable. Similar to Pearce et al.,
this research considers multiple code options as provided by
however, the code will be analysed on the energy
efficiency instead of possible code vulnerabilities.

Liu et al. [12] investigate the quality of the code produced
by ChatGPT, with regards to both its code generation per-
formance, in terms of functional correctness, and the qual-
ity of the generated code. They achieve this by prompting
ChatGPT3.5-March23 to generate solutions to 2,033 LeetCode
questions, in both Python and Java. The produced outputs
are then tested for proper functionality, using unit tests, and
for quality, using code linters. The authors found that 66%
of the Python solutions and 69% of the Java solutions were
functionally correct following the first prompt. However, the
authors noted that the model performance dropped nearly five-
fold on problems released after the dataset was collected,
hinting at the fact that some of the prior questions might
have been contained within the training set, offering the model
an advantage. In terms of quality, 53% of the Java programs
and 35% of the Python programs contained code style issues,

code smells, or similar bad practices. An additional finding
is that the model was able to resolve between 20% and 60%
of issues itself when asked to do so. This work differs from
this paper in two main aspects. Firstly, is used in
place of ChatGPT for code generation. Secondly, while [12]
investigates the correctness of the programs and the overall
quality of the code, the present paper investigates the energy
efficiency of the resulting algorithms.

Erhabor er al. [24] evaluate Github Copilot in terms of
runtime performance. It presents a user study involving 32
participants who were tasked with solving two C++ program-
ming problems, one with the assistance of Copilot and the
other without it. The results indicate that using Copilot may
lead to significantly slower runtime performance. This related
paper also highlights the potential trade-off between using
Copilot for code generation, which may improve developers’
productivity but has limitations when it comes to runtime
performance. While [24]] primarily focuses on runtime perfor-
mance, this study examines the impact of [LLaMA[s generated
code on energy efficiency.

For the sake of understanding energy efficiency in algo-
rithms, this paper references the article by Albers [25] which
describes many different facets and methodologies in algorith-
mic sustainability. In this paper, Albers lays out many tech-
niques for energy-efficient algorithms beginning with power-
down state, systems with three to n states, scheduling, network
topology, and more. The intention with referencing this paper
is to be able to perform a white-box analysis on the
generated code with the goal of spotting and cataloguing the
energy-saving techniques that the LLM uses. Should the im-
plementation match one of the more well-defined techniques,
this paper will be able to further model the expected energy
efficiency in a more formal way.

IX. CONCLUSIONS

This report presents the initial results of the energy effi-
ciency of Code Llama-generated code. We analysed the energy
consumption of Code Llama code solutions for three specific
benchmark problems in three distinct programming languages.
The energy usage of the individual solutions were compared
first with the corresponding human implementations, then with
the Code Llama solutions that were retrieved using a different
prompt or a distinct temperature level. We performed statistical
analysis on the data obtained through this method to determine
the effect that prompt engineering for energy efficiency has
on said efficiency. However, several temperature values and
prompts that explicitly ask for an energy-efficient version of
the implementation do not affect the energy efficiency of
the generated code. Software developers and engineers will
find these results useful for making decisions about trusting
Code Llama-generated code in settings which require efficient
algorithms. Moreover, this study hightlights the needs of
energy-aware or quality-aware LLMs models. As a result,
LLMs models that can optimize and generate high-quality
code are required, considering the programming problem and
a candidate hardware platform.



Given the scope of the experiments outlined and performed
in this paper, our contribution to the field of energy mea-
surement of Al-generated code consists of an initial analysis
of Code Llama-generated code. This study could be further
improved with a larger set of data; i.e., more algorithms ran
in additional languages which we were not able to include
in this paper. Furthermore, as mentioned before, this paper
has been limited by only being able to run the smallest 7B
model of Code Llama [17]]. Given more resources, the research
would be further improved by generating code with the other
available models, such as the larger instruction-based models,
the code-completion models, or the python-specific models.
One possible limitation of this extension is the amount of time
required to do 30 runs of a single algorithm on the Monsoon
Power Monitor and the devices. To overcome
this, we suggest devices with increased computing power (e.g.,
including multiple GPUs). Future research could include other
quality attributes into the analysis, such as performance (e.g.,
memory usage and execution time) to evaluate the capabilities
of Code Llama from more perspectives.
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